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i. Abstract

This document describes how user and identity management information may be included in the protocol specifications for OGC Services. The proposed approach is applicable to the orchestration of EO services, to system of systems and federation scenarios. The approach is meant to be independent from the specific OGC service. The use cases potentially addressed are very wide and in general may cover geospatial services and not only EO (Earth Observation) services. The use cases may range from web map, feature or coverage services, web processing services, to catalogue services. Examples of EO specific use cases are: ordering (Ordering Services for Earth Observation Products [OGC 06-141r6]) and feasibility analysis (OpenGIS Sensor Planning Service Application Profile for EO Sensors [OGC 10-135]).

The document was initially produced during the ESA HMA (Heterogeneous Missions Accessibility) initiative [OR1] and related projects.

This document is not an OGC standard. This document describes how existing specifications from W3C and OASIS can be used in combination to pass identity information to OGC Web services.
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1 Scope

This proposed interface document describes the interfaces required to authenticate and authorise users in a federated system of OGC Web Services for Earth Observation. The document has been written with three high level scenarios in mind:

- The orchestration of OGC Web Services as it may occur when (e.g.) Sensor Planning Service, Web processing Service and Web Coverage Service are provided by several cooperating organizations.

- The system of systems of OGC Web Services as it may occur when several organisations may concur and cooperate in the provision of instances of the same service within a federated service provision. Several relevant use cases are proposed within the GEOSS AIP.

- The security and EO products market scenarios which have high level requirements related to the user authentication as well as to the authorisation to the use of the OGC Web Services over geospatial (e.g. area of interest) and/or temporal parameters.

The purpose of this document is to describe how:

HL-REQ010: To perform user authentication (and authorisation) for the use of existing OGC Web Services (i.e. without changes to published OGC standards).

HL-REQ020: To use OASIS and W3C already defined standards for authentication and authorisation of OGC Web Services.

HL-REQ030: To federate different user communities allowing cross authentication for the purpose of using OGC Web Services.

HL-REQ040: To perform authentication and authorisation across orchestrated OGC Web Services.

HL-REQ050: To perform authentication and authorisation across a “system of systems” based on OGC Web Services.

HL-REQ060: To map a C2B Web-SSO type authentication environment (e.g. Shibboleth or OpenAM) with a B2B service authorisation environment based on SAML tokens.

Hereafter a brief outline of the document content allows readers to jump directly to the topic of their interest:

- the authentication use cases with the use of the SOAP or HTTP bindings is addressed in the Chapters 6 and 7;

- the mapping of an authentication environment based on Web-SSO with one based on SAML as required by HL-REQ060 above is addressed in Chapter 8;

- security considerations linking selected threats and risks to proposed countermeasures are addressed in Chapter 9;

- the authorisation use cases and the possible link with XACML and GeoXACML are addressed in Chapter 10.
2 Conformance

2.1 Conformance to base specifications
This present section describes the compliance testing required for an implementation of this Best Practice.

It is worth highlighting that this OGC document references and uses specifications (SAML, WS Security, XACML) that come from other organizational bodies (such as the Organization for the Advancement of Structured Information Standards - OASIS) for which the concept of “conformance testing” does not apply; consequently, it is not possible to recursively test the conformance to the compound specifications.

2.2 Conformance classes
We assume that a unique “core” conformance class encompassing all of the specification clauses in the Best Practice is defined and assume that the “Abstract Test Suite” is made up of this unique conformance class (“the core”). This class defines test cases, which covers:

- Test Module Basic requirements
- Test Module Authentication
- Test Module Authorisation

These are detailed in the Abstract Test Suite (see Annex A).
3 References

The following normative documents contain provisions that, through reference in this text, constitute provisions of this document. For dated references, subsequent amendments to, or revisions of, any of these publications do not apply. For undated references, the latest edition of the normative document referred to applies.
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[NR7] WSDL, Web Services Description Language (WSDL) 1.1, http://www.w3.org/TR/wSDL
[NR8] IETF RFC 2119, Keywords for use in RFCs to Indicate Requirement Levels, http://rfc.net/rfc2119.html
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4 Terms and definitions

For the purposes of this document, the following terms and definitions apply:

4.1. Authentication [NR14]
Verification that a potential partner in a conversation is capable of representing a person or organization.

4.2. circle of trust
A federation of Service Providers and identity providers within which Service Providers accept the authentication asserted by the identity provider.

4.3. Claim
A statement made about a client, service or other resource (e.g. name, identity, key, group, privilege, capability, etc.).

4.4. client
Software component that can invoke an operation from a server i.e. a service consumer.

4.5. identifier
A character string that may be composed of numbers and characters that is exchanged between the client and the server with respect to a specific identity of a resource.

4.6. identity provider [NR14]
A kind of Service Provider that creates, maintains, and manages identity information for principals and provides principal authentication to other Service Providers within a federation, such as with Web browser profiles.

4.7. interface
Named set of operations that characterise the behaviour of an entity [ISO 19119].

4.8. operation
Specification of a transformation or query that an object may be called to execute [ISO 19119].

4.9. parameter
Variable whose name and value are included in an operation request or response.

4.10. PEP
Policy Enforcement Point.
4.11. **principal** [NR14]
A system entity whose identity can be authenticated.

4.12. **Relying Party** [NR26]
A Web application or service that consumes **Security Tokens** issued by a **Security Token Service**.

4.13. **request**
Invocation of an **operation** by a **client**.

4.14. **response**
Result of an **operation**, returned from a **server** to a **client**.

4.15. **Security Token**
A collection of **claims**. In the present Best Practice, the so-called "SAML token" is a specific kind of security token where the claims are SAML assertions.

4.16. **Security Token Service**
A security token service (STS) is a Web service that issues security tokens. The generation of a security token may be delegated by the Delegating STS to a Delegate STS.

4.17. **server service instance**
A particular instance of a **service** [ISO 19119].

4.18. **service**
Distinct part of the functionality that is provided by an entity through interfaces [ISO 19119].

Capability which a Service Provider entity makes available to a service user entity at the interface between those entities [ISO 19104 terms repository].

4.19. **service interface**
Shared boundary between an automated system or human being and another automated system or human being [ISO 19101].

4.20. **Service Provider** [NR14]
A role donned by a system entity where the system entity provides services to principals or other system entities.
4.21. transfer protocol
Common set of rules for defining interactions between distributed systems [ISO 19118].
5 Conventions

This section provides details and examples for any conventions used in the document. Examples of conventions are symbols, abbreviations, use of XML schema, or special notes regarding how to read the document.

5.1 Symbols (and abbreviated terms)

Some frequently used abbreviated terms:

- ABNF: Augmented Backus-Naur Form
- ATC: Abstract Test Case
- ATS: Abstract Test Suite
- B2B: Business to Business
- C2B: Consumer to Business
- DAIL: Data Access Integration Layer
- EO: Earth Observation
- GEOSS: Global Earth Observation System of Systems
- GMES: Global Monitoring for Environment and Security
- GSCDA: GMES Space Component Data Access
- HMA: Heterogeneous Missions Accessibility
- HTTP: HyperText Transfer Protocol
- IdP: Identity Provider
- ISO: International Organisation for Standardisation
- KVP: Keyword Value Pair
- LDAP: Lightweight Directory Access Protocol
- OASIS: Organization for the Advancement of Structured Information Standards
- OGC: Open Geospatial Consortium
- PDP: Policy Decision Point
- PEP: Policy Enforcement Point
- RST: Request Security Token
- RSTR: Request Security Token Response
- SAML: Security Assertion Markup Language
- SOAP: Simple Object Access Protocol
- SP: Service Provider
- SSO: Single Sign-On
- STS: Security Token Service
5.2 Document terms and definitions

This document uses the specification terms defined in Subclause 5.3 of [NR16].
6 System context

This section documents special requirements and describes the context of use.

6.1 Application domain

Web service requests are received by Service Providers. These Service Providers should be able to identify who issued the request and react accordingly. The following approach is proposed:

1) A Security Token Service (STS) provides a Request Security Token operation (RST), which returns a SAML token, an artefact representing an authenticated user. Depending whether the STS is in charge of authentication or not, two main cases are defined:
   a. The STS is in charge of authentication: the RST contains user identifier, password and optionally his identity provider. This service may delegate the authentication and SAML token generation to another STS acting as an identity provider.
   b. The STS is not in charge of authentication, i.e. this is taken in charge by an external IdP (Web-SSO), which is trusted by the STS: the RST just contains a user identifier (no password); it shall be signed in order to check that the requester is trusted. This service may delegate the SAML token generation to another STS.

2) Each subsequent service request by the client (Web service consumer) should include the SAML token as described later in this document.

3) Each Service Provider accepts service requests only via an Authorisation Service or "Policy Enforcement Point" (PEP). The PEP first checks the existence of SAML token and decrypts it.

4) The PEP verifies the SAML token (signature and expiry time)

5) The PEP decides based on the content of the message body, the contents of the message header (including authentication token) and the context (i.e. applicable policies) whether to accept or to refuse the service request or to reroute it. Although this is not imposed, the use of XACML [NR21] or GeoXACML [NR25] for definition of policy rules is recommended.

6) If the request is authorised, then the request is forwarded to and processed by the target SP.

If any of the steps from 3) to 5) fails, then a fault response is returned to the client.
The full authentication & authorisation process is detailed in the following figure. This figure highlights the typical sequence of steps from authentication to request authorisation and processing (the two authentication cases are here abstracted).

**Figure 1: Sequence of authentication/authorisation activities**

The distinction between steps 1.a. and 1.b, which discriminate on the IdP responsibility, is depicted in the following diagram (client A authenticates on STS, client B authenticates on external IdP).

**Figure 2: Two cases of authentication**

These two cases are refined and detailed in section 6.4.3.
6.2 Protocol bindings

Two protocol bindings are covered in the present Best Practice:

- the *SOAP binding*: SOAP 1.2 messages\(^1\) [NR22], transported through the POST method of HTTP(S) 1.1 request, with document/literal style,
- the *HTTP binding*: HTTP(S) 1.1 request [NR27], whatever the method (e.g. GET, HEAD, POST, PUT, DELETE); this shall be used in particular for REST-compliant Web services.

An authentication request shall be a WS-Trust’s RST, that is an XML wst:RequestSecurityToken element. The RST and its response (RSTR) are transported according to the protocol binding (see section 7.1):

- for the *SOAP binding*, the RST and RSTR are put in the body part of the SOAP envelope, which is transmitted on HTTPS; the header part of the RST’s SOAP envelope may be used to include a detached signature (see below);
- for the *HTTP binding*, the RST is put in the message body of an HTTPS POST request. The HTTPS header may be used to include a detached signature (see below).

Note: The protocol binding used for authentication by an external trusted IdP (Web-SSO) is irrelevant to this Best Practice document.

A service request uses its native protocol binding, while attaching the SAML token in a non-invasive way (see section 7.2):

- for a *SOAP binding*, the SAML token is included in the header part of the SOAP envelope;
- for an *HTTP binding*, the SAML token is included in the HTTP header.

The format of the request and response, for both types of request and both protocol bindings, are detailed in the next sections.

6.3 Basic use case

The use cases covered by this Best Practice are shown in the following sequence diagram:

- Authentication: A Request Security Token (RST) is first issued to the Security Token Service (STS). Four authentication use cases are described in section 6.4.3 but only the first one is discussed here.
- Authorisation: A service request is then sent to the Service Provider (SP). The service requests can be synchronous or asynchronous via WS-Addressing. This is transparent for the purposes of this Best Practice.

In all the use cases presented in the document, the "Client" is the service consumer that issues requests to the STS or SP. It is typically not the front-end application used by the human user (e.g. Web browser); this front-end application accesses the client of the STS or SP, but is typically not by itself such client. This remark is especially important for authentication use cases relying on "trusted clients" (see 6.4.3.3 and 6.4.3.4).

---

\(^1\) The optional coverage of SOAP 1.1 is described in Annex C.
The policy enforcement on the SP is non-invasive meaning that it is independent of the SP implementation.

Figure 3: Authentication / Authorisation Use Case

A high level use case for authentication and authorisation is shown in the above figure. Note that the diagram has a higher level of abstraction than the other diagrams present in the remaining of the document; more precisely, the IdP depicted in the figure may either authenticate users on its own or delegate the authentication to another IdP. The same applies for the depicted SP. Following sections of this document further elaborate the detail of the authentication and authorisation.

1. The RST is sent by the client to the STS, which is directly exposed as a Web service.
2. The IdP performs user authentication checks on the RST and, if successful, retrieves user attributes; then it sends back an RST Response (RSTR) with a SAML token containing assertions on these attributes.
3. The client receives the RSTR containing the SAML token.
4. The client then sends a service request containing the SAML token.
5. The request is received by a PEP that takes the decision to authorise or refuse the request, based on the attributes present in the attached SAML token.
6. This client may send other service requests with the same SAML token (i.e. without re-issuing authentication request), provided that the validity of this token has not expired.

It is worth mentioning that the authentication request is not directly coupled with subsequent service requests. The client is just in charge of attaching a valid SAML token on each request addressed to PEP-protected SP. The same SAML token can be reused several times to successfully access services, provided:

- that the PEP of the targeted service is the Relying Party for which the SAML token has been encrypted,
- that the SAML token is still valid (e.g. expiry time),
- that the access policy enforced by the PEP authorises the request.

Based on these constraints, the actual sequence of authentication requests and service requests is determined by the client, depending on the token renewal algorithm, on the targeted services and on the expiry period of the SAML token defined by the STS.

Note also that, although a single STS is typically used per SP security domain, several PEPs can be used for access control to services that are part of that security domain. The mechanism described later in section 6.4.1.1 (i.e. AppliesTo element of RST) deals with the encryption aspects of this multi-PEP configuration. The same mechanism could be used by the STS to generate SAML tokens with a different set of attributes depending on the target PEP.

## 6.4 Security Model

The model is based on OASIS SAML [NR10, NR12], WS-Security SAML token profile [NR11] and, for the issuance of SAML token, on OASIS WS-Trust 1.3 [NR23] and OASIS Web Services Security UsernameToken Profile 1.1 [NR24].

The model uses a “Bearer” scenario; this means in essence that any client that bears a given valid SAML token can make use of the claims contained in that token.

For the present need of SAML token delivery, only one operation of WS-Trust 1.3 is required: the RequestSecurityToken (RST), limited to the "Issue" action, as it is defined in the Issuance Binding section (section 4) of [NR23]. This operation returns a RequestSecurityTokenResponse (RSTR).

The purpose of RST (with "Issue" action) in the present Best Practice is to provide a SAML token to a requester, provided that it gets proof that it can trust this requester. The actual proof of trust depends on which entity is responsible to authenticate users, i.e. which entity is the IdP. The present interface supports two kinds of IdP organisation, which entails two different RST formats:

1. *the IdP is the STS (or it can be accessed by the STS)*: in this case, the RST contains the name and password identifying the user plus an optional definition of the designated IdP; the STS checks that the user can be authenticated with these credentials or relay the authentication to the designated IdP;

---

2 These elements are detailed and explained in the remaining of the document.
2. **the IdP is another system, not accessible by STS**: in this case, the RST shall contain a user id and shall be digitally signed: the STS checks that the signature corresponds to a requester that it trusts. For this purpose, the STS shall maintain a list of public keys of all the requester entities it trusts.

Case 1, based on user id/password pair, is the usual pattern that has been covered in all previous versions of the present document. Case 2 has been introduced in version 0.0.6; it allows subcontracting user identification to an external Web-SSO type system such as OpenAM, Shibboleth, or ESA EO-SSO (see section 8). The context of case 2 is typically a Portal system that assures that a given user has been authenticated and then issues to the STS that trusts this Portal a signed RST with the authenticated user id.

For the ease of description of the differences between the two cases, we shall use in the following the wording *RST with password* for case 1 and *RST with signature* for case 2.

In all cases, the returned message is a *Request Security Token Response* (RSTR), carrying a SAML token (see [NR23]), which contains assertions about the authentication and attributes of the identified user.

The STS receives user credentials over an encrypted channel i.e. HTTPS. The signed and encrypted SAML token is returned over HTTPS and subsequently used in service requests. It is an explicit design decision that the client is unable to decrypt the content of the encrypted SAML token (confidentiality of SAML attributes).

### 6.4.1 Encryption

Encryption of the SAML token is performed by the STS during the processing of RST. Decryption is performed by the PEP during the processing of service request. The encryption protocol is a "hybrid cryptosystem", i.e. it uses together symmetric key encryption and public key encryption. More precisely, it is defined by

- a key encapsulation scheme, which is a public-key cryptosystem, and
- a data encapsulation scheme, which is a symmetric-key cryptosystem.

From an external point of view, the hybrid cryptosystem is itself a public-key system, which public and private keys are the same as in the key encapsulation scheme. This statement is important for the remaining of the present document where public-key cryptosystem is assumed while symmetric-key encryption aspect is left aside.

The data encryption algorithm used is the AES-128 (symmetric key) while the key encryption uses RSA (public key), as defined in [NR15]. The full encryption process is as follows:

1. The STS first creates the symmetric key using the AES-128 encryption algorithm.
2. This symmetric key is then itself encrypted with the public key of the entity that shall consume the SAML token using the RSA encryption algorithm to create a secret key.
3. The SAML token (i.e. the SAML Assertion element) is then encrypted with the generated secret key using the AES-128 encryption algorithm. Note that the encryption type is *Element*, which means that the SAML Assertion element itself is encrypted, not only its child elements; this is specified by the Type attribute of EncryptedData element:

```xml
<xenc:EncryptedData xmlns:xenc="http://www.w3.org/2001/04/xmlenc#" Type="http://www.w3.org/2001/04/xmlenc#Element"/>
```

---

3 The concept of "assertion" here is a specific instance, in the SAML context, of the concept of "claim" in WS-Trust ([NR23]).
4. The message is then built.

The rationale of step 2 is that the SAML token is encrypted for a specific target Service Provider. Only the PEP of the targeted SP service is able to decrypt the SAML token, through its private key. The criterion used by the STS to choose the "right" public key will be described in the next subsection (6.4.1.1).

An example of encrypted SAML token is given in Figure 11.

6.4.1.1 Retrieval of Encryption Public Key

The STS shall encrypt the token using the Relying Party’s public key. This constraint is caused by the public-key encryption of SAML token, which entails that only one defined entity is able to decrypt the delivered SAML token (the one that owns the private key associated to the encrypting public key). In order to afford multiple Relying Parties, the STS shall be able to encrypt the SAML token with one selected public key, chosen among a set of multiple registered public keys.

The target Relying Party is known by the Client of the STS: it is the SP entity to which a service request shall be addressed. This information should be conveyed, from STS Client to STS, on the optional AppliesTo element of the RST, which contains a wsA:Address (see Annex B) as illustrated below.

```xml
<wst:RequestSecurityToken ...
  <wst:AppliesTo>
    <WsA:EndPointReference>
      <WsA:Address>
        urn:ceos:def:epr:esa-cds:1.0:cat-dail-ope
      </WsA:Address>
    </WsA:EndPointReference>
  </wst:AppliesTo>
...  
</wst:RequestSecurityToken>
```

The STS shall use a keystore containing at least one default public key and an unlimited set of public keys associated the wsA:Address of each Relying Party. The rule used by the STS to choose the public key is then based on the AppliesTo element of the received RST:

- **if the AppliesTo element is absent**, then the public key used for encryption shall be the default public key registered on the STS;
- **if the AppliesTo element is present**, then the public key used for encryption shall be the public key of the specific relying party associated to the wsA:Address specified in the AppliesTo element; if the wsA:Address is unknown from STS then the RST fails and a fault shall be reported to the requester (see 7.1.1.3 or 7.1.2.3).

---

4 The public key of a Relying Party (PEP) should be distributed together with an identifier, equal to what is used for the wsA:Address value in the AppliesTo element (e.g. urn:ceos:def:epr:esa-cds:1.0:cat-dail-ope). This will facilitate the STS configuration, e.g. using the identifier as the alias name in the keystore to retrieve the public key.
Note that the STS implementation could leave out the treatment of AppliesTo element but, then, it is recommended that STS reports a fault to the requester if the AppliesTo element is present (instead of silently ignoring this element).

The following figure illustrates the various keystores with their keys for the scenario described later in section 6.4.3.3.

![Figure 4: Example of Keys and Keystores](image)

### 6.4.2 Signature / Message Digest

The SAML token is signed before it is encrypted. The signature process is characterized by the following statements:

- The secure hash SHA-1 [NR13] digital signature message digest algorithm is used, as supported by [NR15].

- The element that is signed is the top-level SAML Assertion, i.e.
  - `<urn:oasis:names:tc:SAML:1.0:assertion:Assertion>` or
The signature is put as an "enveloped signature" method, which means that the signature element is embedded as a child of the afore-mentioned SAML Assertion element.

No certificate is put in the signature. This means that the PEP verifying the signature has to know (from its keystore, for example) the public key of the STS that produced the SAML token\(^5\).

A canonicalization method shall be used which eliminates namespace declarations that are not visibly used within the SAML token. This shall apply for both

- SignedInfo element, specified in
  
  \[
  \text{Signature/SignedInfo/CanonicalizationMethod/@Algorithm}
  \]

- and actual element to be signed, specified in
  
  \[
  \text{Signature/SignedInfo/Reference/Transforms/Transform/@Algorithm}
  \]

A suitable algorithm is “Exclusive XML Canonicalization” which is implemented through a digital signature declaration:

\[
\text{Algorithm} = \text{http://www.w3.org/2001/10/xml-exc-c14n#}
\]

Note that the specified canonicalization algorithm omits the comments.

The URI attribute of the \(<\text{ds:Reference URI="..."}>\) element shall refer to the \(<\text{saml:Assertion}>\) node being signed (using XPointer, see 4.3.3.3 in [NR18]). The XML pattern is as follows:

\[
<\text{saml:Assertion ... AssertionID="xxxx" ... }>
... 
<\text{ds:Signature ...}>
  <\text{ds:SignedInfo}>
    ... 
    <\text{ds:Reference URI="#xxxx">}
    ... 
  </\text{ds:SignedInfo}>
... 
</\text{ds:Signature}>
</\text{saml:Assertion}>
\]

The XPointer format, used in AssertionID and reference URI, shall comply with [NR18]; it is not additionally constrained by the present Best Practice document.

Note that the present Best Practice only enforces the signature of SAML token. Other digital signatures on the remaining elements of the messages, which may be required by interfaces of Service Providers, are permitted but these are out of the scope of the present Best Practice.

An example of signed SAML token is given in Figure 12.

---

\(^5\) To allow for the use of several STS services generating SAML tokens to control the access to the same service (same PEP), it is recommended that the Issuer attribute (SAML 1.1) or element (SAML 2.0) of the SAML token be set to the same STS identifier as used for RST delegation (i.e. wsa:Address in DelegateTo element) in sections 6.4.3.2.

Also, to facilitate the PEP configuration (alias names in keystore), it is recommended to distribute the STS public key together with an identifier, equal to the value used in the SAML token Issuer attribute/element (e.g. urn:ceos:def:epr:eumetsat:1.0:sts-1).
6.4.3 Authentication Use Cases

In the present section, we describe four use cases, which refine the two authentication cases that have been introduced in section 6.1. The new distinction made here covers the fact that the STS receiving a request can either handle the request by itself or delegate it. This choice is actually defined in the request itself (see optional “DelegateTo” element below); it is independent of the two authentication schemes. The final use cases are represented in the table below.

<table>
<thead>
<tr>
<th>Authentication</th>
<th>Local Registry</th>
<th>External registry (delegation)</th>
</tr>
</thead>
<tbody>
<tr>
<td>STS as IdP</td>
<td>① Local STS as IdP</td>
<td>② Delegate STS as IdP</td>
</tr>
<tr>
<td>External IdP (Web-SSO)</td>
<td>③ Local STS with external IdP</td>
<td>④ Delegate STS with external IdP</td>
</tr>
</tbody>
</table>

The first two use cases assume that the STS is in charge of authentication (case 1.a in section 6.1):

1. **Local STS as IdP**: the STS performs authentication from its local user registry;
2. **Delegate STS as IdP**: the local STS relays authentication request to a delegate STS.

The last two use cases assume that the STS is not in charge of authentication (case 1.b in section 6.1); the STS delivers security tokens to trusted clients, which rely themselves on an external trusted IdP using another authentication protocol; this case intends to make the present Best Practice interoperable with Web-SSO systems like Shibboleth or OpenAM (see section 8):

3. **Local STS with external IdP**: the STS delivers SAML token to trusted clients from its local user registry;
4. **Delegate STS with external IdP**: the STS relays SAML token request to a trusted delegate STS.

These four use cases are detailed in the following subsections.

---

Note that the decision tree presented later in section 6.4.3.2 currently only supports one level of delegation.
6.4.3.1 Local STS as IdP (Default Case)

In this use case, the RST with password is used; it contains no IdP identifier, so the authentication is performed locally by the STS itself.\(^7\)

Figure 5: Local STS as IdP (Default Case)

Scenario:

1. The RST with password is sent to the STS using (SOAP over) HTTPS.\(^8\)
2. The STS verifies the identity in the local user registry.
3. The STS creates a SAML token using attributes retrieved from the user registry. The SAML token is created containing assertion of the authentication and assertions regarding the attributes of the user.
4. The STS signs the SAML token using its private key.
5. The STS encrypts the SAML token with the Relying Party's public key (see subsection 6.4.1.1 for the process of key retrieval).
6. The RSTR containing the signed and encrypted SAML token is returned to the Client using (SOAP over) HTTPS.

---

\(^7\) For people having read versions of the present document anterior to 0.3.0, the use case shown here unifies former use cases 1 and 3. The previous approach made a distinction between "Federating IdP" (use case 1) and "External IdP" (use case 3), although the RST protocol was the same. Further analysis has shown that this distinction is not relevant for the scope of the present Best Practice.

\(^8\) The HTTPS encryption mechanism protects against password disclosure in the communication channel. It is assumed, however, that the client takes the necessary steps to protect the password on his side.
The client is unable to decrypt the content of SAML token present in the received RSTR; only the Relying Party can decrypt the SAML token (using its private key).

Example RST with password:

```xml
<?xml version="1.0" encoding="UTF-8"?>
  <wst:TokenType>http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1</wst:TokenType>
  <wst:RequestType>http://docs.oasis-open.org/ws-sx/ws-trust/200512/Issue</wst:RequestType>
  <wsse:UsernameToken>
    <wsse:Username>JohnDoe</wsse:Username>
    <wsse:Password>MyPassword</wsse:Password>
  </wsse:UsernameToken>
</wst:RequestSecurityToken>
```

6.4.3.2 Delegate STS as IdP

In the present use case, the RST with password is used; it contains a WS-Trust “DelegateTo” element embedding a wsa:Address with an identifier (URI) for a given external STS. The local STS acts here as a delegating STS that relies on another IdP, namely a “delegate” STS, to perform the actual authentication. A mapping table between identifiers and supported external STS URLs shall be maintained by the local STS. No delegation is performed if the identifier is not configured in this table.
Scenario:

1. The RST with password is sent to the local STS using (SOAP over) HTTPS.

2. The STS sees that an identifier of external STS is specified in the RST (in WS-Trust “DelegateTo” element); it redirects the RST to the designated external IdP (called delegate STS in the following text). The URL of this IdP is extracted from the mapping table previously described.

3. The delegate STS verifies the user in the external IdP user registry.

4. The delegate STS creates the SAML token using the attributes retrieved from the user registry.

5. The RSTR containing the SAML token, unsigned and in clear, is returned to delegating STS, through (SOAP over) HTTPS.

6. The delegating STS signs the SAML token using its private key.

7. The STS encrypts the SAML token with the Relying Party's public key (see subsection 6.4.1.1 for the process of key retrieval).

8. The RSTR containing the signed and encrypted SAML token is returned to the Client.

Notes:

1. As for the previous use case, the client is unable to decrypt the content of a SAML token present in the received RSTR; only the Relying Party can decrypt the SAML token (using its private key).

2. The confidentiality of the SAML token provided in clear by the external IdP is assured by the HTTPS protocol, which encrypts the response.

3. The steps 3, 4 and 5 in the above scenario require that the STS acts as a delegate STS, to ensure that the SAML token is returned in clear and unsigned. For that purpose, any STS, whatever the role it has (delegating / delegate), identified by a given URI e.g. urn:sss, shall use the following decision tree for the treatment of an RST:

   if the WS-Trust “DelegateTo” element is present in the RST
   then if the WS-Trust “DelegateTo” element contains urn:sss (i.e. the local STS)
   then // Delegate STS case
       - build SAML token from local user registry
       - return the SAML token, unsigned and in clear
   else // Delegating STS case
       - relay the RST to the STS indicated in “DelegateTo” (if urn:sss exists in mapping table)
       - extract the SAML token from received RSTR
       - sign SAML token with STS urn:sss private key
       and encrypt it with the Relying Party's public key
       - return the signed and encrypted SAML token
   else // No STS delegation case
       - build SAML token from local user registry
       - sign SAML token with STS urn:sss private key
       and encrypt it with the Relying Party's public key
       - return the signed and encrypted SAML token
The rationale of this process is to support, with a common unified STS implementation, both clients that access the delegating STS and clients that access a delegate STS directly. Also, the system scales up seamlessly in the case of multiple delegating STS.9

Example RST with external IdP specified:

```xml
<?xml version="1.0" encoding="UTF-8"?>
  <wst:TokenType>
    http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1
  </wst:TokenType>
  <wst:RequestType>
    http://docs.oasis-open.org/ws-sx/ws-trust/200512/Issue
  </wst:RequestType>
  <wst:DelegateTo>
    <wsa:EndPointReference>
      <wsa:Address>
        urn:ceos:def:epr:eumetsat:1.0:sts-1
      </wsa:Address>
    </wsa:EndPointReference>
  </wst:DelegateTo>
  <wsse:UsernameToken>
    <wsse:Username>JohnDoe</wsse:Username>
    <wsse:Password>MyPassword</wsse:Password>
  </wsse:UsernameToken>
</wst:RequestSecurityToken>
```

6.4.3.3 Local STS with External IdP

We cover here the case where there is an external IdP in an external security domain, which does not comply with the present Best Practice but which is trusted by the local STS. This use case is meant to make the present Best Practice interoperable with Web-SSO systems like Shibboleth or OpenAM. For instance, ESA EO-SSO, an SSO system based on Shibboleth, defines a specific security domain with its own IdP (see section 8).

In this present case, the RST with signature is used. (RST contains no password).

In order to integrate such external IdP, a trust relationship shall be established between the two security domains such that a service consumer (client) shall be able to get a SAML token on behalf of any user that has been authenticated by the external IdP.

9 Note that several variant mechanisms are feasible, if we allow the inclusion of multiple SAML tokens in the RST and/or service requests. A client could then own several tokens for the same user at a given time, encrypted with different public keys and potentially carrying different contents. The PEP should then be given several "chances" (one per included SAML token) to succeed in decryption and to authorise a request. These variant mechanisms change the interfaces defined in the present version of the specification and, therefore, are no more than a subject of investigation.
In order to establish a trust relationship between the two security domains, a given Client\(^\text{10}\) \(C\) of the external security domain shall provide its public key to the local STS. The trust relationship between \(C\) and the STS is established as soon as the STS security administrator has registered \(C\)’s public key in the keystore of the STS. From that point on, client \(C\) can obtain a SAML token for any user authenticated on the external IdP by issuing an RST with signature.

The afore-mentioned trust relationship between \(C\) and the STS assumes that the STS trusts the IdP used by \(C\). Let us stress that it is the duty of \(C\) to authenticate user on an external IdP, assumingly reliable and secure, as prerequisite before issuing the RST with signature towards the STS.

---

\(^{10}\) It is important to remind here that the “client” meant here is not a front-end application, like a Web browser; it is the middle-tier service consumer that issues the RST to the STS, like a Portal server (see last paragraph of 6.3).
Scenario:

1. An authentication request is sent to the external IdP (authentication mechanism specific to Web-SSO system used, out of scope of the present Best Practice).
2. The external IdP verifies the user identity (specific to Web-SSO system used).
3. The authentication response is returned to the Client (specific to Web-SSO system used).
4. If the authentication was successful, the Client prepares an RST with the user id\(^ {11}\) (no password) and signs it with its private key.
5. The RST with signature is sent to the local STS using (SOAP over) HTTPS.
6. The STS verifies the signature of the RST, based on the set of registered client's public keys (stored beforehand in the STS keystore, as trusted Clients); this succeeds.
7. The STS retrieves user attributes from the local user registry.
8. The STS creates a SAML token. The SAML token is created containing an assertion of the authentication and assertions regarding the attributes of the user.
9. The STS signs the SAML token using its private key.
10. The STS encrypts the SAML token with the Relying Party's public key (see subsection 6.4.1.1 for the process of key retrieval).
11. The RSTR containing the signed and encrypted SAML token is returned to the Client using (SOAP over) HTTPS.

Example Request Security Token with signature:

In the SOAP (or HTTP) header:

```xml
<wsse:Security xmlns:wsse="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd">
    <ds:Signature xmlns:ds="…">
        ...<ds:Reference URI="#body"/>
        ...
    </ds:Signature>
</wsse:Security>
```

In the SOAP (or HTTP) body:

```xml
<wst:RequestSecurityToken>
    <wst:TokenType>
        http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1
    </wst:TokenType>
</wst:RequestSecurityToken>
```

\(^{11}\) The user id is (or is derived from) any Web-SSO attribute(s) that uniquely identifies the authenticated user in the given Web-SSO security domain (e.g. JohnDoe in EO-SSO).

If Clients from several external Web-SSO security domains are allowed/trusted to access services of the same Service Provider security domain, then to remain unique, the user id should include somehow a Web-SSO security domain specific part that distinguishes it from the other Web-SSO security domains (e.g. JohnDoe@EO-SSO).

A future version of this document could consider adding an optional `<wsp:URI>` element in the `<wsse:UsernameToken>` to separately identify the Web-SSO security domain (e.g. `<wsp:URI>urn:ceos:def:epr:esa-cds:1.0:eo-sso</wsp:URI>`).
6.4.3.4 Delegate STS with External IdP

The present case is in essence similar to the Local STS with External IdP case for the first part and to the Delegate STS as IdP case for the second part.

For this present case, the **RST with signature** is used. It contains a “DelegateTo” element containing a wsa:Address with an identifier (URI) for the delegate STS. A mapping table between identifiers and supported external STS URLs shall be maintained by the local STS. No delegation is performed if the identifier is not configured in this table.

![Figure 8: Delegate STS with External IdP](image)

**Scenario:**

1. An authentication request is sent to the external IdP (authentication mechanism specific to Web-SSO system used, out of scope of the present Best Practice).
2. The external IdP verifies the user identity (specific to Web-SSO system used)).
3. The authentication response is returned to the Client (specific to Web-SSO system used).
4. If the authentication was successful, the Client prepares an RST with the user id (no password) and a WS-Trust “DelegateTo” element; the Client signs it with its private key.

5. The RST with signature is sent to the local delegating STS using (SOAP over) HTTPS.

6. The delegating STS sees that an identifier of external STS is specified in the RST (in the WS-Trust “DelegateTo” element); it redirects the RST to the designated external delegate STS. The URL of this IdP is extracted from the mapping table previously described.

7. The delegate STS verifies the signature of the RTS, based on the set of registered client's public keys (stored beforehand in delegate STS keystore, as trusted Clients); this succeeds.

8. The delegate STS creates the SAML token using the attributes retrieved from the user registry.

9. The RSTR containing the SAML token, unsigned and in clear, is returned to delegating STS, through (SOAP over) HTTPS.

10. The delegating STS signs the SAML token using its private key.

11. The delegating STS encrypts the SAML token with the Relying Party's public key (see subsection 6.4.1.1 for the process of key retrieval).

12. The RSTR containing the signed and encrypted SAML token is returned to the Client using (SOAP over) HTTPS.

The steps 7, 8 and 9 in the above scenario require that the external STS acts as a delegate STS, to ensure that the SAML token is returned in clear and unsigned. For that purpose, the decision tree presented in 6.4.3.2 shall be used.

6.4.4 Service Request

The service request may contain an encrypted SAML token. This SAML token is obtained from an RST as previously described and is used to control access to services (see Figure 3).

Note: It is not mandatory that the service request be preceded by an RST, as the SAML token is not mandatory in the service request. However, this should still be authorised by the PEP.

Since a specific SAML token protocol is required to access the protected Web Services, the use of WS-Policy [NR20], WS-PolicyAttachment [NR32], and WS-SecurityPolicy [NR33] is recommended for the WSDL files describing these Web services. The WS-Policy elements are used to formally specify the presence of SAML token in the request, the encryption algorithm, etc. With such dispositions, the Web services are self-describing, allowing for "discovery" by clients, hence improving the interoperability of the system. An example of WSDL using WS-Policy, WS-PolicyAttachment, and WS-SecurityPolicy is provided in Annex F.

The choice of attributes to be used in the SAML token and the access policies applied by each PEP are out of scope of the present Best Practice. However, to help understanding, several examples of authorisation rules along with their XACML counterparts are provided later in section 10.
7 Interfaces

7.1 STS Interface

The Request Security Token (RST) operation, as defined in WS-Trust 1.3 [NR23], allows clients to retrieve authentication metadata from a nominated IdP server. The response to an Authenticate request should be an XML document containing authentication metadata about the authentication and requestor.

This Best Practice supports the use of both SAML 1.1 [NR10] and SAML 2.0 [NR12] to model SAML tokens. The desired SAML version shall be specified using the standard WS-Trust TokenType element of RST (see schema in Annex B). More precisely, the format of returned token shall be SAML 1.1 or SAML 2.0 depending of the value of TokenType, respectively,

http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1
or
http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV2.0

which are standard identifiers specified in SAML Token Profile [NR11].

As explained in section 6.2, two binding protocols are supported:

1. the SOAP binding (see subsection 7.1.1),
2. the HTTP binding (see subsection 7.1.2).

7.1.1 SOAP Binding

Protocol: SOAP over HTTPS

7.1.1.1 Request

As explained in section 6.4, we make a distinction between RST with password and RST with signature. The following XML-Schema fragment defines the XML encoding of the message body of the RST with password.

```xml
<?xml version="1.0" encoding="UTF-8"?>
<soapenv:Envelope xmlns:soapenv="http://www.w3.org/2003/05/soap-envelope"
xmlns:xsd="http://www.w3.org/2001/XMLSchema"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xmlns:wsse="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd"
xmlns:wst="http://docs.oasis-open.org/ws-sx/ws-trust/200512/">
<soapenv:Body>
<wst:RequestSecurityToken>
  <wst:TokenType>
  http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1
  </wst:TokenType>
  <wst:RequestType>
  http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd
  </wst:RequestType>
  <wsse:UsernameToken>
  <wsse:Username>JohnDoe</wsse:Username>
  <wsse:Password>MyPassword</wsse:Password>
  </wsse:UsernameToken>
</wst:RequestSecurityToken>
</soapenv:Body>
</soapenv:Envelope>
```

Figure 9: Example of RST with password
The following XML-Schema fragment defines the XML encoding of the message body of the RST with signature.

```
<S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:xenc="..." xmlns:wst="...">
  <S11:Header>
    <wsse:Security>
      <ds:Signature xmlns:ds="...">
        ...
        <ds:Reference URI="#soapbody"/>
      </ds:Signature>
    </wsse:Security>
  </S11:Header>
  <S11:Body Id="soapbody">
    <wst:RequestSecurityToken>
      <wst:TokenType>
        http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1
      </wst:TokenType>
      <wst:RequestType>
        http://docs.oasis-open.org/ws-sx/ws-trust/200512/Issue
      </wst:RequestType>
      <wsse:UsernameToken>
        <wsse:Username>JohnDoe</wsse:Username>
      </wsse:UsernameToken>
    </wst:RequestSecurityToken>
  </S11:Body>
</S11:Envelope>
```

**Figure 10:** Example of RST with signature

### 7.1.1.2 Response

The following XML shows an example of response, which is a Request Security Response (RSTR), as defined in WS-Trust 1.3 [NR23], containing an encrypted SAML token.

```
<?xml version="1.0" encoding="UTF-8"?>
<soapenv:Envelope xmlns:soapenv="http://www.w3.org/2003/05/soap-envelope">
  <soapenv:Body>
      <TokenType>http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1</TokenType>
      <RequestedSecurityToken>
        <xenc:EncryptedData xmlns:xenc="http://www.w3.org/2001/04/xmlenc#" Type="http://www.w3.org/2001/04/xmlenc#Element">
          <xenc:EncryptionMethod Algorithm="http://www.w3.org/2001/04/xmlenc#aes128-cbc"/>
          <xenc:CipherData>
            <xenc:CipherValue>
              <xenc:CipherData>
                <xenc:CipherValue>
                  cbE8viFomyDuxR8N4Edw9UUkSoObMrW5Vpvr WIympWdZeHR9Kxd4iw5dU14K+TffyNdrJ9Tr9PD8YIdpFlz CvVa63gS5x4/AxCeAS2ZB8pKztdtb3g43GMywFrahVr176mHi4-MERV2JH9VBFhQhxcS92m23m+amt14mk=
            </xenc:CipherValue>
          </xenc:CipherData>
        </xenc:CipherValue>
      </RequestedSecurityToken>
    </RequestSecurityTokenResponse>
  </soapenv:Body>
</soapenv:Envelope>
```
Figure 11: Example of RST Response

An example is given here for completeness of the fragment before encryption:

```xml
    <saml:Subject>
      <saml:NameIdentifier>JohnDoe</saml:NameIdentifier>
      <saml:SubjectConfirmation>
        <saml:ConfirmationMethod uri="urn:oasis:names:tc:SAML:1.0:cm:assertion#authnRequestsSigned" />
      </saml:SubjectConfirmation>
    </saml:Subject>
  </saml:AuthenticationStatement>
</saml:Assertion>
```

An example is given here for completeness of the fragment before encryption:

```xml
<RequestSecurityTokenResponse>
</RequestSecurityTokenResponse>
```

An example is given here for completeness of the fragment before encryption:

```xml
<soapenv:Body>
</soapenv:Body>
</soapenv:Envelope>
```

An example is given here for completeness of the fragment before encryption:

```xml
</RequestedSecurityTokenResponse>
</wsp:AppliesTo>
</RequestSecurityTokenResponse>
</RequestedSecurityTokenResponse>
</soapenv:Body>
</soapenv:Envelope>
```
The example above uses user attributes listed in Annex D.

### 7.1.1.3 Exception

If the RST cannot provide the RSTR due to a failure (failed authentication, invalid signature, invalid parameters, SAML version not supported, AppliesTo not supported, resource unavailable, etc), then the SOAP Fault mechanism shall be used, following the recommendation of WS-Trust 1.3 for error handling (see section 11 of [NR23]).
The SOAP fault fields of interest defined by WS-Trust 1.3 are repeated in the following table.

<table>
<thead>
<tr>
<th>Fault code (faultcode)</th>
<th>Error that occurred (faultstring)</th>
</tr>
</thead>
<tbody>
<tr>
<td>wst:InvalidRequest</td>
<td>The request was invalid or malformed</td>
</tr>
<tr>
<td>wst:FailedAuthentication</td>
<td>Authentication failed (e.g. invalid password or signature)</td>
</tr>
<tr>
<td>wst:RequestFailed</td>
<td>The specified request failed (e.g. SAML version or AppliesTo not supported)</td>
</tr>
<tr>
<td>wst:BadRequest</td>
<td>The specified RequestSecurityToken is not understood.</td>
</tr>
</tbody>
</table>

An example is given below, for the case of a failed authentication:

```xml
<?xml version="1.0" encoding="UTF-8"?>
<soapenv:Envelope xmlns:soapenv="http://www.w3.org/2003/05/soap-envelope"

xmlns:wst="http://docs.oasis-open.org/ws-sx/ws-trust/200512/">
  <soapenv:Body>
    <soapenv:Fault>
      <soapenv:Code>
        <soapenv:Value>env:Sender</soapenv:value>
      </soapenv:Code>
      <soapenv:Subcode>
        <soapenv:value>wst:FailedAuthentication</soapenv:value>
      </soapenv:Subcode>
    </soapenv:Code>
    <soapenv:Reason>
      <soapenv:Text xml:lang="en">Authentication failed: invalid password</soapenv:Text>
    </soapenv:Reason>
  </soapenv:Fault>
</soapenv:Body>
</soapenv:Envelope>
```

### 7.1.1.4 WSDL

The WSDL is given below for the Security Token Service, without the Bindings and Services elements. This WSDL has been obtained by updating reference files from WS-Trust 1.3: [http://docs.oasis-open.org/ws-sx/ws-trust/200512/ws-trust-1.3.wsdl](http://docs.oasis-open.org/ws-sx/ws-trust/200512/ws-trust-1.3.wsdl).

Note that this WSDL refers to the local schema file ws-trust.xsd, which is a restricted version of the standard WS-Trust schema [http://docs.oasis-open.org/ws-sx/ws-trust/200512/ws-trust-1.3.xsd](http://docs.oasis-open.org/ws-sx/ws-trust/200512/ws-trust-1.3.xsd).

```xml
<?xml version="1.0" encoding="UTF-8"?>
<wsdl:definitions
```
7.1.2 HTTP Binding

Protocol: HTTPS

7.1.2.1 Request

The WS-Trust RequestSecurityToken (RST) shall be formatted as described in 7.1.1.1.

The RST shall be put in the message body of a HTTPS POST request, using the “application/xml” media type (Content-Type value in HTTP header).

As explained in 6.4, there is a distinction between RST with password and RST with signature.

For RST with password, the following snippet of an RST on HTTPS POST request is provided as an example.

```
POST https://aa.bbb.ccc/sts HTTP/1.1
Host: https://aaa.bbb.ccc
Content-Type: application/xml; charset=utf-8
Content-Length: 390

  <wst:TokenType>
    http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1
  </wst:TokenType>
  <wst:RequestType>
    http://docs.oasis-open.org/ws-sx/ws-trust/200512/Issue
  </wst:RequestType>
  <wsse:UsernameToken>
    <wsse:Username>JohnDoe</wsse:Username>
    <wsse:Password>MyPassword</wsse:Password>
  </wsse:UsernameToken>
</wst:RequestSecurityToken>
```

For RST with signature, the XML signature applying on the RST shall be put in the HTTP header of the request, in a field named “Authorization”. The syntax shall obey the following rules, expressed in Augmented Backus-Naur Form (ABNF) (see [NR30]):

```
authorization = "Authorization" "":" 1*SP credentials

credentials = "Bearer" 1*SP b64token
```

The b64token element shall be the ds:Signature element structure, calculated on the wst:RequestSecurityToken, converted by a Base64 encoding (see [NR28]). This detached signature does not contain a URI attribute in the ds:Reference element.

This is shown in the following example.

```
POST https://aa.bbb.ccc/sts HTTP/1.1
Host: https://aaa.bbb.ccc
Content-Type: application/xml; charset=utf-8
Content-Length: 390
Authorization: Bearer oOkdc3KB2HwPB6YzhEa9MHx5y01u/xq8p81wPj68uf5Ypet/5wHHEf6uNhxD+S3e
jT2f41KIGkVDcsRNyUqaAn60Chj1N4R8pwcfjcWQSuJ5/XxesR4n04CtDy1aLV6acLwww1e5PQ66UmASE=
```
7.1.2.2 Response

If the RST succeeds, then the response is a WS-Trust RequestSecurityTokenResponse (RSTR) formatted as described in 7.1.1.2.

The RSTR shall be put in the message body of a HTTPS response, using the “application/xml” media type (Content-Type value in HTTP header).

HTTP/1.1 200 OK
Content-Type: application/xml; charset=utf-8
Content-Length: 3822

<wst:RequestSecurityTokenResponse xmlns:wst="http://docs.oasis-open.org/ws-sx/ws-trust/200512/">...
</wst:RequestSecurityTokenResponse>

7.1.2.3 Exception

If the RST on HTTP cannot provide the RSTR due to a failure (failed authentication, invalid signature, invalid parameters, SAML version not supported, AppliesTo not supported, resource unavailable, etc), then the STS server shall respond using the HTTP status code value set to “401 Unauthorized”. An exception report message shall be returned as specified in section 8 of the OGC Web Services Common Standard document [NR16].

The authentication specific exception codes are the same as the fault codes defined above in section 7.1.1.3.

An example is given below, for the case of a failed authentication:

HTTP/1.1 401 Unauthorized
Content-Type: application/xml

<?xml version="1.0" encoding="UTF-8"?>
<ows:ExceptionReport xmlns:ows="http://www.opengis.net/ows/2.0"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://www.opengis.net/ows/2.0 http://schemas.opengis.net/ows/2.0/owsExceptionReport.xsd" version="1.0.0"
xsi:lang="en">
<ows:Exception exceptionCode="wst:FailedAuthentication" locator="o">
<ows:ExceptionText>Authentication failed: invalid password</ows:ExceptionText>
</ows:Exception>
</ows:ExceptionReport>
7.2 Service Interface

Service operations can be invoked by sending a service request to a PEP that shall authorise the access to a given service and, if authorised, shall relay this request to the end-point service (e.g. catalogue, feasibility analysis, ordering services). The request is made using WS-Security containing the SAML token previously returned in the RSTR.

As explained in section 6.2, two binding protocols are supported:

1. the SOAP binding (see subsection 7.2.1),
2. the HTTP binding (see subsection 7.2.2).

7.2.1 SOAP Binding

Protocol: SOAP plus WSSecurity over HTTP/HTTPS

7.2.1.1 Request

The SAML token (i.e. a `<xenc:EncryptedData` element extracted from the RSTR) shall be put in the SOAP header of the request, within the WS-Security element.

The following XML fragment defines the XML encoding of an example GetRecords request sent to a catalogue service.

```xml
<?xml version="1.0" encoding="UTF-8"?>
<env:Envelope xmlns:env="http://www.w3.org/2003/05/soap-envelope">
  <env:Header>
    <Security xmlns="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd">
      <xenc:EncryptedData Type="http://www.w3.org/2001/04/xmlenc#Element" xmlns:xenc="http://www.w3.org/2001/04/xmlenc#">
        <xenc:EncryptionMethod Algorithm="http://www.w3.org/2001/04/xmlenc#AES128_CBC"/>
      </xenc:EncryptedData>
    </Security>
  </env:Header>
  <env:Body>
  </env:Body>
</env:Envelope>
```
Figure 14: Example of Service Request
7.2.1.2 Response

The service response for a synchronous operation is not affected by the authorisation mechanism and remains as defined in the service interface.

For asynchronous operations, the service response is either obtained by polling (e.g. GetStatus operation) or by making a request in the opposite direction (callback) as illustrated in the figure below. In the latter case, the client endpoint is typically provided in the SOAP header of the original request using WS-Addressing.

In this Best Practice, the choice is left whether to set-up or not an authentication/authorisation layer for asynchronous service responses. This shall be decided by agreement of all the parties of the circle of trust that provide or use asynchronous services.

If the choice is made to set-up an authentication/authorisation layer for asynchronous service responses, then the response shall be protected by the same encryption and signature as defined for the service request and authentication.

- For protocols based on polling, the client and SP keep their initial roles and the use cases are exactly the same than those covered previously.

- For protocols based on WS-Addressing, the SP takes the role of the client and conversely. The sequence of steps is then as follows:
  1. The SP prepares the response to the endpoint mentioned in the WS-Addressing.
  2. This response is addressed to the PEP of the Client.
  3. The SP attaches to the asynchronous response a SAML token authenticating itself. This requires the SP to access an IdP (STS) belonging to the circle of trust, the user registry of the accessed IdP containing an entry that is a surrogate for the SP. For the ease of implementation and integration, it is recommended to have an architecture with one single IdP for the circle of trust. Other architectures with multiple IdP are possible however, including architectures where SP and IdP reside on the same entity.
  4. The asynchronous response is returned to the address provided in the WS-Addressing of the request. This will be the address of a PEP that knows the public key of the STS providing the SAML token attached to asynchronous response, for the purpose of signature verification. If multiple IdP architecture is chosen, then the PEP shall know the set of public keys associated to all these IdP.
7.2.1.3 Authorisation Exception

When a SOAP request is unauthorised on a server, this server shall respond with a SOAP fault indicating the exception reason/code (see first column of Table 1) according to the exception mechanism used by this service.

For OGC services, the exception report message shall be returned as specified in section 8 of the OGC Web Services Common Standard document [NR16]. However, the HTTP status code value shall be set to “401 Unauthorized” in all cases except when the exception code is set to AuthorisationFailed where “403 Forbidden” should be used instead.

The authorisation specific exception codes are defined in the table below.

<table>
<thead>
<tr>
<th>&quot;exceptionCode&quot; value</th>
<th>Meaning of code</th>
<th>&quot;locator&quot; value</th>
</tr>
</thead>
<tbody>
<tr>
<td>MissingToken</td>
<td>Request does not contain a SAML token. Omit locator parameter</td>
<td></td>
</tr>
<tr>
<td>InvalidToken</td>
<td>Request does not contain a valid SAML token, or the token cannot be decrypted, or the token signature is invalid, or the token expired.</td>
<td>Omit locator parameter</td>
</tr>
<tr>
<td>TokenVersion</td>
<td>Request contains a SAML token with an unsupported version. URI of SAML version supported</td>
<td></td>
</tr>
<tr>
<td>AuthorisationFailed</td>
<td>Request is for an operation that is not authorised by (the PEP of) this server. Name of SAML attribute causing the authorisation failure</td>
<td></td>
</tr>
</tbody>
</table>

Table 1: Authorisation Exception Codes

An example is given below:

```xml
<?xml version="1.0" encoding="UTF-8"?>
<soapenv:Envelope xmlns:soapenv="http://www.w3.org/2003/05/soap-envelope">
  <soapenv:Body>
    <soapenv:Fault>
      <soapenv:Code>
        <soapenv:Value>soap:Receiver</soapenv:Value>
      </soapenv:Code>
      <soapenv:Reason>
        <soapenv:Text xml:lang="en">A server exception was encountered.</soapenv:Text>
      </soapenv:Reason>
    </soapenv:Fault>
  </soapenv:Body>
</soapenv:Envelope>
```
7.2.2 HTTP Binding

Protocol: HTTP/HTTPS encoding

7.2.2.1 Request

Note: the present section aims at complying with the “Authorization Request Header Field” defined in OAuth 2.0 Authorization Framework (see NR31).

The SAML token shall be put in the HTTP header of the request, in a field named “Authorization”. The syntax shall obey the following rules, expressed in Augmented Backus-Naur Form (ABNF) (see [NR30]):

```
authorization = "Authorization" ":" 1*SP credentials

credentials = "Bearer" 1*SP b64token
```

The `b64token` element shall be the SAML token, i.e. the `xenc:EncryptedData` element extracted from the RSTR, converted by a Base64 encoding (see [NR28]).

The following snippet of an HTTP GET request is provided as example.

```
GET http://aaa.bbb.gov/csw HTTP/1.1
Host: aaa.bbb.gov

Authorization: Bearer PHhlbmM6RW5jcnlwdGVkRGF0YSUxXzB1PSJodHRwOi8vd3d3LnczLm9yZy8yMDAxLzA0L3htbGVuYyNFbGVtZW50IiB4bWxuczp4ZW5jPSJodHRwOi8vd3d3LnczLm9yZy8yMDAxLzA0L3htbGVuYyMiPg ... NEkA==

... Content-Type: application/xml
Content-Length: ...

<?xml version="1.0" encoding="UTF-8"?>
<csw:GetRecords maxRecords="10" ... xmlns:wrs="http://www.opengis.net/cat/wrs/1.0">
  <csw:Query typeNames="rim:RegistryPackage rim:ExtrinsicObject...
</csw:GetRecords>
```

Note that the SAML token is neither included in the request line nor in the message body of the HTTP request. Also, the syntax is independent of the HTTP method used (i.e. GET, POST, etc).

Important caution: Although the HTTP specification does not enforce a limit on the size of header, there exist practical limits imposed by the implementations of HTTP servers. Since the size of the encoded SAML token is relatively large (~5 KB, in our example), it is important to ensure that it can be handled without error by the underlying transport layer, which usually relies on several intermediate HTTP servers. As a rule of thumb, the limit of 8 KB is quoted for the total size of HTTP request line and header; in any case, the set of attributes included in the SAML token should be narrowed to the strict authorization needs12.

---

12 To improve the situation, a future version of this document could consider compression (e.g. deflate) of the SAML token before Base64 encoding. Furthermore, the SAML token could be included in the URL to allow for KVP encoding (http://...?Bearer=...&...). However, in this case, additional URL encoding (after Base64 encoding) should be performed.
7.2.2.2 Response

The service response is not affected by the authorisation mechanism and remains as defined in the service interface.

7.2.2.3 Authorisation Exception

When an HTTP request is unauthorised on a server, this server shall respond with an exception message indicating the exception reason/code (see first column of Table 1) according to the exception mechanism used by this service.

For OGC services, the exception report message shall be returned as specified in section 8 of the OGC Web Services Common Standard document [NR16]. However, the HTTP status code value shall be set to “401 Unauthorized” in all cases except when the exception code is set to AuthorisationFailed where “403 Forbidden” should be used instead.

The authorisation specific exception codes are the same as the ones defined above in Table 1.

For example:

```
HTTP/1.1 403 Forbidden
Content-Type: application/xml

<?xml version="1.0" encoding="UTF-8"?>
<ows:ExceptionReport xmlns:ows="http://www.opengis.net/ows/2.0"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://www.opengis.net/ows/2.0
http://schemas.opengis.net/ows/2.0/owsExceptionReport.xsd" version="1.0.0"
xm1:lang="en">
  <ows:Exception exceptionCode="AuthorisationFailed" locator="o">
    <ows:ExceptionText>Country of origin not authorised</ows:ExceptionText>
  </ows:Exception>
</ows:ExceptionReport>
```
8 Web-SSO Integration

The present section provides specific information to use the present Best practice in the context of an integration of a Web-SSO system with a Service Provider. More specifically, it covers the integration of a C2B type authentication environment (e.g. Shibboleth [OR2] or OpenAM [OR3]) with a B2B service authorisation environment based on SAML tokens, as expressed in HL-REQ060.

As an example of Web-SSO system, EO-SSO is an operational SSO system based on Shibboleth for ESA Web-based Applications, which could be adopted by other EO Providers as well. It features typical user management functions (login-authentication, registration-account maintenance, access control, and authorization). It allows ESA Web applications to outsource the sign-on process and offers a given user access to several ESA EO Portals with one single sign-on on his browser.

A given Web-SSO system defines a specific security domain, which is separated from the security domain defined by the service provider. In concrete terms, the two security domains rely on different security tokens; the Web-SSO IdP authenticates Web Portal users without providing the SAML token defined by the present interface.

![Figure 15: Web-SSO and Service Provider security domains](image)

In this specific context, a secure gateway shall be established between the two security domains, relying on a trust relationship. RST with signature (see 6.4.3.3 and 6.4.3.4) shall be used for that purpose.

In order to establish this trust relationship, a given Client $C$ of the Web-SSO security domain shall provide a certificate with its public key to the Service Provider STS. The trust relationship between $C$ and service provider STS is established as soon as the service provider security administrator has put this public key in the keystore of the service provider STS.
From that point on, client $C$ can obtain a SAML token for any Web-SSO authenticated users by issuing an RST with signature. The sequence of steps is as follows, for a user $U$ that has not yet signed on the Web-SSO (this is largely simplified, in order to provide the most significant components and steps):

**Figure 16: Web-SSO / Service Provider integration sequence diagram**

1. The user $U$ activates a function on client $C$, that shall use a Service Provider service
2. The Web-SSO checkpoint on $C$ relays the authentication to the Web-SSO IdP
3. The user $U$ enters his/her credentials and successfully signs on the Web-SSO IdP
4. The Web-SSO checkpoint (CP) on $C$ sends a GET request containing Web-SSO user id in HTTP header
5. The client $C$ prepares an RST with signature, by putting Web-SSO user id as username and by signing the request.
6. The client $C$ issues the RST to the service provider STS.
7. The service provider STS verifies the RST signature and returns a signed and encrypted SAML token.
8. The client $C$ issues service request(s) to the service provider PEP with the encrypted SAML token.

If the user has already signed-on on Web-SSO, then the system shall skip the sign-on process (steps 2 and 3) and the sequence resumes at step 4.
9 Security Considerations

The interface that is presented in the current document was designed according to a specific set of security requirements. Other application domains may want to take additional security measures, which are complementary to the minimal interface defined in the current document.

The present section identifies different types of attack or threats that are specific to the present interface; it provides for each of these types of attack or threat the answer or countermeasure, as entailed by the interface. When required, the distinction is made between RSTs and service requests, as well as on the protocol binding (SOAP or HTTP).

<table>
<thead>
<tr>
<th>Type of attack / threat</th>
<th>Answer / countermeasures</th>
</tr>
</thead>
</table>
| Identity spoofing       | If the IdP complies with the present Best Practice (see cases 6.4.3.1 and 6.4.3.2), then the sole artefact that conveys user identity, i.e. an evidence of authentication, is the SAML token, obtained by an RST with password. The IdP guarantees that the SAML token for user X is returned if and only if the credentials of X have been provided (see next threat topics related to password).

If the IdP is an External Entity not complying with the present Best Practice (see cases 6.4.3.3 and 6.4.3.4), then the threat of identity spoofing has to be analysed at the level of this IdP, as well as the level of security gateway (Client in Figure 7, Figure 8, and Figure 15) that shall request SAML token to STS. The action of registering the public key of such External entity on the STS means that this STS trusts both external IdP and security gateway. If this is done, then the STS shall serve any RST secured by signature from that security gateway, with no further identity control. The signature verification shall guarantee that the RST that it has been issued by a trusted security gateway and that it has not been tampered with.

For the service requests, the risk is the theft of SAML token, which could be rebound to a new service request issued by a malicious user. This risk is limited by putting short expiry time on SAML token; as the expiry time is part of the SAML token itself, it is protected from changes by signature. The expiry time and signature are both checked by the PEP. Also, HTTPS could be used to avoid (through encryption) the risk of such forged service request. Another countermeasure consists in putting an IP filter to check whether the client is authorised to make service requests. |
| Man-in-the-middle       | For RST (with password or with signature): the transport protocol is HTTPS, which is based on SSL or TLS; SSL or TLS includes a certificate mechanism to protect against man-in-the-middle attack.

For service requests (if no secured HTTP is used): the signature protocol guarantees that the emitter of SAML token is a trusted STS and that the token has not been tampered with; this is checked by the PEP. The threat is therefore located on the message payload (SOAP body or HTTP message body) or its binding with SAML token. Such threat is analysed in Identity Spoofing, Data Integrity, Data confidentiality topics. |
| **Data integrity** | The signature protocol enforced on SAML Token allows for the verification of its own data integrity, at the PEP level. The data integrity of the message payload may be checked by another signature mechanism on the SOAP body or HTTP message body. Such signature should be bound in some way with the header, in order to avoid the risk of forged service request (see "identity spoofing" topic). |
| **Data confidentiality / privacy violation** | Encryption of SAML token (both for RSTs and service requests) guarantees that no entity excepting the target PEP can read conveyed user attributes. The mechanism presented for STS delegation (see 6.4.3.2 and 6.4.3.4) involves a SAML token delivered in clear but 1° it is transferred through HTTPS (ensuring point-to-point encryption), 2° it is delivered only for RST having valid credentials or signature (see "Identity spoofing" analysis above) and 3° the SAML token is unsigned, hence unusable for protected service requests. 
For service request, the data confidentiality of the message payload may be enforced by using HTTPS protocol or by encryption of the SOAP body or HTTP message body. The user registry (e.g. LDAP) is protected by password, which is known only by security officer and IdP. The IdP is a "trusted" entity. |
| **Replay attack** | For RSTs: the transport protocol is HTTPS, which is based on SSL or TLS; SSL or TLS includes a "nonce" mechanism to protect against replay attack. For service requests, the use of HTTPS provides the same protection; if unsecured HTTP is used: the risk of unauthorised access through replay of a past service request is limited by putting short expiry time on SAML token, which is checked by the PEP. Also, a replay protection may be implemented using a hashing function or digital signature which provides a unique identifier that can be used to determine if the same message is received multiple times. |
| **Denial of Service** | Web service is susceptible to message flooding denial of service attacks from message replay. “replay detection” mechanisms can be used. |
| **Password Disclosure** | If the IdP complies with the present Best Practice (see cases 6.4.3.1 and 6.4.3.2), then RST with password is used, which relies on HTTPS. The password is therefore encrypted during transmission from client to IdP. It is an implementation decision whether deployments use an LDAP registry. If LDAP is used, the LDAP registry is protected by password, which is known only by security officer and IdP. The user passwords are stored encrypted on LDAP registry. Secure LDAP (SLDAP) protocol may be used also. The risk of password disclosure is therefore limited to known and usual factors, which can be mitigated by enforcing an adequate password policy (out of scope of the present interface). |
| | If the IdP is an External Entity not complying with the present Best Practice (see case 6.4.3.3 and 6.4.3.4), then the RST with signature is used, which contains no password. The threat of password disclosure shall be analysed at the level of the external IdP, which is out of scope of the present Best Practice. |
Password Cracking / Guessing

If the IdP complies with the present Best Practice (see cases 6.4.3.1 and 6.4.3.2), then RST with password is used. The risk of password cracking/guessing is limited to known and usual factors, which can be mitigated by enforcing an adequate password policy (out of scope of the present interface).

If the IdP is an External Entity not complying with the present Best Practice (see case 6.4.3.3), then the RST with signature is used, which contains no password. The threat of password cracking/guessing shall be analysed at the level of the external IdP, which is out of scope of the present Best Practice.

Unauthorised access

The authorisation to Web services relies on PEP and associated access policy rules. The rules are based on asserted user attributes in the SAML token. The fact that these attributes match the actual requesting user relies on authentication.

The following table covers implementation-dependant threats.

<table>
<thead>
<tr>
<th>Type of attack / threat</th>
<th>Answer / countermeasures</th>
</tr>
</thead>
<tbody>
<tr>
<td>SQL injection</td>
<td>If a RDBMS is used for user registry, there is a risk of SQL injection for the authentication operation, i.e. a hacker enters as user id or password, some malicious character string that are interpreted by SQL engine. Such risk can be prevented by performing string validation and character escaping on input user id / password strings, before SQL lookup (out of scope of the present interface).</td>
</tr>
<tr>
<td>LDAP injection</td>
<td>If a LDAP registry is used for user registry, there is a risk of LDAP injection, i.e. a hacker enters as user id or password, some malicious character string that are interpreted by LDAP or JNDI API. See <a href="http://www.blackhat.com/presentations/bh-europe-08/Alonso-Parada/Whitepaper/bh-eu-08-alonso-parada-WP.pdf">http://www.blackhat.com/presentations/bh-europe-08/Alonso-Parada/Whitepaper/bh-eu-08-alonso-parada-WP.pdf</a>. Such risk can be prevented by performing string validation and character escaping on input user id / password strings, before LDAP lookup (out of scope of the present interface).</td>
</tr>
</tbody>
</table>
10 Authorisation Use Cases (Non-Normative)

As explained before, authorisation rules that grant access to Web services shall be evaluated by a dedicated PEP that wraps such services. However, the PEP treatments and the way access rules are stored and evaluated are not in the scope of the present document. The present section provides non-normative information about this topic.

In order to separate responsibilities, a PEP typically relies on a PDP (Policy Decision Point) that performs the actual evaluation of access rules based:

- on the request payload (i.e. the SOAP body or HTTP request line / message body),
- on the attributes of the SAML token, if any, present in the SOAP header or HTTP header, and
- on "external" elements (e.g. current time, configuration parameters).

Each PDP should have a dedicated policy store, where needed access rules or policies can easily be stored, retrieved and maintained.

The rules used by each PDP should be expressed in a standard syntax: the eXtended Access Control Markup Language (XACML) is recommended here. XACML (see [NR21]) is, in essence, a declarative access control policy language implemented in XML. It is worth mentioning here also GeoXACML (see [NR25]), which is an extension of XACML for the declaration and enforcement of geo-specific access restrictions for geographic data.

The following provides use cases and examples of policy rules, with XACML fragments implementing them. More comprehensive examples shall be found in Annex E.

10.1 Use Case: restrict access for time period

Generic policy rule:
Restrict data access for a given time period

Analysis:
XACML allows to define Rules based on “environment attributes”, such as date and time. A rich set of functions for handling date, time and dateTime values (as defined in the W3C XML Schema specification) are predefined in XACML.
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Example:

Although able to access the service the user cannot access images from period \( t_1=09:00:00 \) to \( t_2=12:00:00 \).

The time restriction can be expressed as a Condition in an XACML rule as follows:

```
<Condition>
  <Apply FunctionId="urn:oasis:names:tc:xacml:2.0:function:time-in-range">
    <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:time-one-and-only">
      <EnvironmentAttributeDesignator
        AttributeId="urn:oasis:names:tc:xacml:1.0:environment:current-time"
        DataType="http://www.w3.org/2001/XMLSchema#time"/>
    </Apply>
    <AttributeValue
      DataType="http://www.w3.org/2001/XMLSchema#time">09:00:00</AttributeValue>
    <AttributeValue
      DataType="http://www.w3.org/2001/XMLSchema#time">12:00:00</AttributeValue>
  </Apply>
</Condition>
```

See Annex E for a more comprehensive example.

10.2 Use Case: enforce rules for specific group of users

Generic policy rule:

Enforce rules, like temporal restriction seen before, for specific group of users

Analysis:

XACML allows defining rules which target specific subjects. The rule for the current requirement can be expressed by targeting the group of users whose access shall be regulated together with a time restriction condition.

Needless to say, the group of users shall be targetable through an attribute contained in the SAML authentication token. In this way, a Rule with the following target could be defined:

```
<Target>
  <Subjects>
    <Subject>
      <SubjectMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal">
        <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">guest</AttributeValue>
        <SubjectAttributeDesignator
          AttributeId="urn:ogc:um:eop:0.0.4:saml:role"
          DataType="http://www.w3.org/2001/XMLSchema#string"/>
      </SubjectMatch>
    </Subject>
  </Subjects>
</Target>
```

where `AttributeId="urn:ogc:um:eop:0.0.4:saml:role"` is a user-defined attribute contained in the XACML decision request which holds the suitable SAML Token attribute value identifying the group of users subjects to the Rule.

Notice that a Rule Target can match more than one Subject.
10.3 Use Case: restrict access to the type of data

Generic policy rule:
Restrict access to the type of data e.g. high or low resolution data

Analysis:
XACML allows to define Rules which target specific attributes of the resource to access. However, we assume that this information is either contained in the client request to the Service, or in a configuration file.

Notice that, building a Rule restricting access for certain data values but these data values are not provided in input, can result in an Indeterminate Policy (Indeterminate means that an error occurred or some required value was missing, so a decision cannot be made).

Example:
See Annex E.

10.4 Use Case: restrict access to data based on the age of the data

Generic policy rule:
Restrict access to data based on the age of the data

The age of data is an essential parameter to be considered for some products within EUMETSAT data policy (for instance at the moment Meteosat data are only accessible for retrieval from the archive 24 hours after sensing time).

Analysis:
If the age of data is a piece of information contained in the service request, it is possible to define a rule which sets restrictions on the access to the data based on their age.

Example:
For example, the following Condition evaluates to true if the current dateTime is greater than the acquisition end time of the data + 24 hours.

```xml
<Condition>
  <Apply FunctionId="urn:oasis:names:tc:xacml:2.0:function:dateTime-greater-than-or-equal">
    <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:dateTime-one-and-only">
      <EnvironmentAttributeDesignator
        AttributeId="urn:oasis:names:tc:xacml:1.0:environment:current-dateTime"
        DataType="http://www.w3.org/2001/XMLSchema#dateTime"/>
    </Apply>
  </Apply>
  <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:dateTime-one-and-only">
    <ResourceAttributeDesignator
      AttributeId="urn:ogc:def:ebRIM-Slot:OGC-06-131:endPosition"
      DataType="http://www.w3.org/2001/XMLSchema#dateTime"/>
  </Apply>
  <AttributeValue DataType="http://www.w3.org/TR/2002/WD-xquery-operators-20020816#dayTimeDuration">
    <xf:dt-dayTimeDuration>PT24H</xf:dt-dayTimeDuration>
  </AttributeValue>
</Condition>
```
where the `AttributeId` attribute contains the value of the service request.

10.5 Use Case: imposing geographical constraints

**Generic policy rule:**

Imposing geographical constraints, i.e. area of interest (AOI), allowing some users to access more areas than others.

**Analysis:**

XACML is a general-purpose access control policy language and does not include specific functions and attributes to handle geographical rules. Given that it is also an extensible language, the user can add his/her own attributes and functions, or, better, in this case, he/she can integrate the XACML rules with GeoXACML [NR25], which specifically addresses geographical constraints.

10.6 Use Case: access and check source, content, user credentials and time

**Generic policy rule:**

Access and check source, content, user credentials and time

**Analysis:**

XACML rules target the following groups of attributes:

- Subject
- Resource
- Action
- Environment

A rich set of attributes are predefined for each group together with functions to handle them, according to their types. Additionally, XACML can be extended with user defined attributes and functions.

10.7 Use Case: restricting access to users from certain geographic locations.

**Generic policy rule:**

Restricting access to users from certain geographic locations.

**Analysis:**

An XACML Rule can be defined to restrict access to users from geographical locations provided that this information is contained in the request to the Service Provider.
For example, if the authentication is performed according to the present “User Management Interfaces for Earth Observation” Best Practice, then the request may contain a SAML Token with attributes defined according to the “GMES Minimum Profile”; one of these attribute is the “country of origin” of the subject requesting access. Consequently, this attribute will be embedded in the XAML decision request and a Rule can be defined accordingly.

Example:

See Annex E.

10.8 Use Case: route service access based on user type

Generic policy rule:

Route a service access based on user type.

Note: This would for example allow a “scientific” user request to be routed to service 1 (e.g. DLR catalogue/ordering service) and a “commercial” user request to be routed to service 2 (e.g. Infoterra catalogue/ordering service).

Analysis:

This requirement could be met using the XACML Obligations; the Obligation is defined as follows:

“Obligation - An operation specified in a policy or policy set that should be performed by the PEP in conjunction with the enforcement of an authorisation decision”

In our case, the operation to be carried out is sending the request to the suitable provider; for each user type value, a policy can be defined with the following features:

- a rule matching a target subject type and having effect “permit”;
- an obligation to send the request to the suitable Service Provider if the policy evaluates to “permit”;
# Annex A: Abstract Test Suite (Normative)

## 1 Conformance Test Class: The core

### 1.1 Test Module M.1 Basic requirements

This Test Module is made up of Abstract Test Cases which establishes preliminaries conditions to the actual test cases, such as the protocol bindings, messaging framework, adoption of specification and algorithms to encrypt and sign the messages.

#### 1.1.1 ATC-1.1 SOAP Binding of the authentication request/response messages

|----------------------|-----------------------------------------------|

**Test assertion**

STS operations shall support the embedding of requests and responses in SOAP messages. Only SOAP messaging (via HTTPS/POST) with document/literal style shall be used.

Messages should conform to SOAP 1.2. The following assertions shall hold:

- The SOAP Header holds a detached signature [if applicable]
- The SOAP Body holds the RST (Request Security Token)

**Test method**

Send an RST embedded in a SOAP Envelope over the HTTPS protocol; verify that a response is returned (even in case of failure) embedded in a SOAP Envelope over the HTTPS protocol. The response is either an RSTR (Request Security Token Response) or a SOAP Fault.

The SOAP Envelope shall be compliant with version 1.2 of SOAP (namespace http://www.w3.org/2003/05/soap-envelope)

**Reference**

Clause 6.2

**Test type**

Capability
### 1.1.2 ATC-1.2 HTTP Binding of the authentication request/response messages

|----------------------|---------------------------------------------|
| Test assertion [purpose] | STS operations shall support the embedding of requests and responses in HTTP messages (via HTTPS/POST). The following assertions shall hold:  
- The HTTP Header holds a detached signature [if applicable].  
- The HTTP Body holds the RST (Request Security Token). |
| Test method | Send an RST as the message body over the HTTPS protocol; verify that a response is returned (even in case of failure) as the message body over the HTTPS protocol. The response is either an RSTR (Request Security Token Response) or an OWS Exception Report message |
| Reference | Clause 6.2 |
| Test type | Capability |
### 1.1.3 ATC-1.3 SAML token encoding for authentication information

|----------------------|-----------------------------------------|
| Test assertion [purpose] | SAML is proposed to encode the user authentication token. A SAML token is made of the following statements:  
• Authentication statements: a typical authentication statement asserts Subject S authenticated at time t using authentication method m.  
• Attribute statements: a typical attribute statement asserts Subject S is associated with attributes X, Y, Z having values v1, v2, v3. The set of attribute statements returned in a SAML token shall be defined arbitrarily. |
| Test method | 1. Send a valid RST (either with password or with signature) to the STS. The RST shall not contain information in addition to:  
• username/password if an RST with password is sent  
• username/signature if an RST with signature is sent  
2. Check that the Body of the HTTP/SOAP response holds an encrypted SAML token.  
3. Decrypt the SAML token using the default Relying Party’s private key, and verify that the SAML token has the expected statements covering the (arbitrarily) defined set of attributes. |

**Pre-condition:**

For carrying out this test, the client needs a copy of the default Relying Party’s private key. The default Relying Party’s private key is the private key corresponding to the default public key used by the STS in the encryption process when no reference to a Relying Party is given in the RST request.

For testing purposes, a couple of private/public keys can be generated using available tools (for example, ‘keytool’ on JRE), where the certificate with the public key is self-signed by the STS itself.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clauses 6.3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test type</td>
<td>Capability</td>
</tr>
</tbody>
</table>
### 1.1.4 ATC-1.4 Encryption algorithm for SAML token

Encryption of the SAML token is performed by the STS when creating a RSTR.

Decryption of SAML token is performed by [the PEP of] the Service Provider.

<table>
<thead>
<tr>
<th>Test case identifier</th>
<th>“urn:ogc:cite:ats:um:07-118:encryption”</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Test assertion [purpose]</strong></td>
<td>The encryption algorithm used for the SAML token is the AES-128. The symmetric AES-128 key used for encryption is made available to the recipient as follows:&lt;br&gt;&lt;br&gt;• The key is encrypted using the asymmetric RSA encryption algorithm with the public key of the recipient.&lt;br&gt;&lt;br&gt;• The resulting value is added to the encrypted message, using the XML Encryption [NR17] and XML Signature [NR18] specifications</td>
</tr>
<tr>
<td><strong>Test method</strong></td>
<td>1. Send a valid RST (either with password or with signature) to the STS. The RST shall not contain information in addition to:&lt;br&gt;&lt;br&gt;• username/password if an RST with password is sent&lt;br&gt;&lt;br&gt;• username/signature if an RST with signature is sent&lt;br&gt;&lt;br&gt;2. Decrypt the AES-128 symmetric key contained in the response using the default Relying Party’s private key.&lt;br&gt;&lt;br&gt;3. Decrypt the SAML token using the AES-128 symmetric key and check that the result contains a valid SAML Assertion</td>
</tr>
</tbody>
</table>

**Pre-condition:**

For carrying out this test, the client needs a copy of the default Relying Party’s private key. The default Relying Party’s private key is the private key corresponding to the default public key used by the STS in the encryption process when no reference to a Relying Party is given in the RST request.

For testing purposes, a couple of private/public keys can be generated using available tools (for example, ‘keytool’ on JRE), where the certificate with the public key is self-signed by the STS itself.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clauses 6.4.1</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test type</td>
<td>Basic</td>
</tr>
</tbody>
</table>
1.1.5 ATC-1.5 Encryption key retrieval

The STS uses a default public key for encrypting the SAML Token, unless the client provides a reference to an STS configured public key, specific for a SP.

<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>The Relying Party public key used in the encryption process is indicated by the client. The STS shall be able to encrypt the SAML token using the public key reference provided in the client request.</td>
</tr>
</tbody>
</table>
| Test method | 1. Send a valid RST (either with password or with signature) which includes the “AppliesTo” element; the “Address” field shall contain a reference to the public key of the Relying Party to be used for encryption  
2. Check that the Body of the HTTP/SOAP response holds encrypted data.  
3. Decrypt the AES-128 symmetric key contained in the response using the Relying Party’s private key.  
4. Decrypt the SAML token using the AES-128 symmetric key and check that the result contains a valid SAML Assertion |

Pre-condition:

For carrying out this test:

- the client needs a copy of the Relying Party’s private key.
- the STS is configured with the Relying Party’s public key

For testing purposes, a couple of private/public keys can be generated using available tools (for example, ‘keytool’ on JRE), where the certificate with the public key is self-signed by the STS itself.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clauses 6.4.1.1</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test type</td>
<td>Basic</td>
</tr>
</tbody>
</table>
## 1.1.6 ATC-1.6 Digest algorithm for signing SAML tokens

<table>
<thead>
<tr>
<th>Test case identifier</th>
<th>“urn:ogc:cite:ats:um:07-118:digest”</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>The secure hash SHA-1 digital signature message digest algorithm is proposed. The SAML Token is signed before encryption. The XML signature <code>&lt;ds:Signature&gt;</code> element of can be used for signature, according to WS-Security specification.</td>
</tr>
</tbody>
</table>
| Test method | 1. Send an RST (either with password or with signature) to the STS. The RST shall not contain information in addition to:  
   - username/password if an RST with password is sent  
   - username/signature if an RST with signature is sent  
   2. Check that the response contains an encrypted SAML token and decrypt it following the process specified in ATC 1.4  
   3. Digest the SAML token using the SHA-1 algorithm  
   4. Decrypt the signature using the private key of the STS.  
   5. Compare the digest obtained at step 3 with the value resulting from step 4. The two values shall match. |

**Pre-condition:**

For carrying out this test, the client needs:

- a copy of the STS private key.
- a copy of the default Relying Party’s private key.

For testing purposes, couples of private/public keys can be generated using available tools (for example, ‘keytool’ on JRE), where the certificate with the public key is self-signed by the STS itself.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clause 6.4.2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test type</td>
<td>Basic</td>
</tr>
</tbody>
</table>
1.2 Test Module M.2 Authentication

1.2.1 Test Module M.2.1 RST with password

This Test Module is made up of Abstract Test Cases related to the management of RSTs with password and responses.

- The first test case is related to the following scenario: the client issues an RST with password to the STS without indicating the Identity Provider in charge of fulfilling the request; this is the default case, and implies that the recipient STS shall fulfil the request locally.

- The second test case is related to the following scenario: the client issues an RST with password to the STS explicitly indicating the Identity Provider in charge of fulfilling the request. In this case, the recipient STS delegates to a different Identity Provider the authentication and SAML token generation.

1.2.1.1 ATC-2.1.1 Local STS as IdP

<table>
<thead>
<tr>
<th>Test case identifier</th>
<th>“urn:ogc:cite:ats:um:07-118:rst-passw-1”</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>The STS is assumed to be the request designated IdP. In this use case the RST contains only the user credentials (username, password).</td>
</tr>
</tbody>
</table>
| Test method | The client issues an RST with:  
  - mandatory username/password information;  
Verify that the client receives a valid SAML token which is signed and encrypted  
The protocol to be used for the message exchange is (SOAP over) HTTPS. The SAML token shall be returned in the (SOAP) HTTPS Body of the response. |
| Reference | Clause 6.4.3.1 |
| Test type | Capability |
### 1.2.1.2 ATC-2.1.2 Delegate STS as IdP

|----------------------|-----------------------------------------|

<table>
<thead>
<tr>
<th>Test assertion [purpose]</th>
<th>The STS is not the request designated IdP. In this use case the RST contains an identifier for the delegate STS, in addition to user credentials (username, password).</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>Test method</th>
<th>The client issues an RST with:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>• mandatory username/password information;</td>
</tr>
<tr>
<td></td>
<td>• an identifier for the addressed (delegate) STS (in the “DelegateTo” sub tree)</td>
</tr>
</tbody>
</table>

Verify that the client receives a valid SAML token which is signed and encrypted.

The protocol to be used for the message exchange is (SOAP over) HTTPS. The SAML token shall be returned in the (SOAP) HTTPS Body of the response.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clause 6.4.3.2</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>Test type</th>
<th>Capability</th>
</tr>
</thead>
</table>
1.2.2 Test Module M.2.2 RST with signature

This Test Module is made up of Abstract Test Cases related to the management of RST with signature and responses. The scenarios covered are very similar to those depicted for module M.2.1, with the only difference that the STS involved are only responsible for the generation of the SAML Token (the client is already authenticated).

1.2.2.1 ATC-2.2.1 Local STS with external IdP

<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>The STS is responsible for the SAML Token generation</td>
</tr>
<tr>
<td></td>
<td>In this use case the RST contains only username and a valid signature</td>
</tr>
<tr>
<td>Test method</td>
<td>The client issues an RST with:</td>
</tr>
<tr>
<td></td>
<td>• mandatory username information and signature</td>
</tr>
<tr>
<td></td>
<td>Verify that the client receives a valid SAML token which is signed and encrypted.</td>
</tr>
<tr>
<td></td>
<td>The protocol to be used for the message exchange is (SOAP over) HTTPS. The SAML token shall be returned in the (SOAP) HTTPS Body of the response.</td>
</tr>
<tr>
<td>Reference</td>
<td>Clause 6.4.3.3</td>
</tr>
<tr>
<td>Test type</td>
<td>Capability</td>
</tr>
</tbody>
</table>
### 1.2.2.2 ATC-2.2.2 Delegate STS with external IdP

<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>The STS delegates the SAML Token generation. In this use case the RST contains an identifier of the delegate STS, in addition to username and a valid signature</td>
</tr>
</tbody>
</table>
| Test method | The client issues an RST with:  
- mandatory username information and signature  
- an identifier for the addressed (delegate) STS (in the “DelegateTo” sub tree)  

Verify that the client receives a valid SAML token which is signed and encrypted.  
The protocol to be used for the message exchange is (SOAP over) HTTPS. The SAML token shall be returned in the (SOAP) HTTPS Body of the response. |
| Reference | Clause 6.4.3.4 |
| Test type | Capability |
1.2.3 Test Module M.2.3 RST failure

This Test Module is made up of Abstract Test Cases related to the HTTP and SOAP binding for RST failures

1.2.3.1 ATC-2.3.1 RST failure with SOAP binding

|----------------------|-----------------------------------------------|

<table>
<thead>
<tr>
<th>Test assertion [purpose]</th>
<th>The STS shall return a SOAP Fault with proper content when the SAML token cannot be delivered</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>Test method</th>
<th>The client issues an incorrect RST (either with password or with signature). Verify that the client receives a SOAP Fault such that:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>• the value of the Subcode element is:</td>
</tr>
<tr>
<td></td>
<td>o “wst:InvalidRequest”, if the request was invalid or malformed</td>
</tr>
<tr>
<td></td>
<td>o “wst:FailedAuthentication”, if the authentication failed (e.g. invalid password or signature)</td>
</tr>
<tr>
<td></td>
<td>o “wst:RequestFailed”, if the specified request failed (e.g. SAML version or AppliesTo not supported)</td>
</tr>
<tr>
<td></td>
<td>o “wst:BadRequest”, if the specified RequestSecurityToken is not understood.</td>
</tr>
<tr>
<td></td>
<td>• the text of the Reason element provides details on the fault</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clause 7.1.1</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>Test type</th>
<th>Capability</th>
</tr>
</thead>
</table>
### 1.2.3.2 ATC-2.3.2 RST failure with HTTP binding

<table>
<thead>
<tr>
<th>Test case identifier</th>
<th>Test assertion [purpose]</th>
<th>Test method</th>
</tr>
</thead>
</table>
| “urn:ogc:cite:ats:um:07-118:rst-failure:http” | The STS shall return an exception message if a service request cannot be fulfilled. The exception shall clearly indicate reason of failure. | The client issues an incorrect RST (either with password or with signature). Verify that an exception message is returned. The expected response is an OGC OWS ExceptionReport tree containing an “exceptionCode” attribute set to:
- “wst:InvalidRequest”, if the request was invalid or malformed
- “wst:FailedAuthentication”, if the authentication failed (e.g. invalid password or signature)
- “wst:RequestFailed”, if the specified request failed (e.g. SAML version or AppliesTo not supported)
- “wst:BadRequest”, if the specified RequestSecurityToken is not understood.
Additionally, the HTTP status code shall be set to:
- “401 Unauthorized” |

<table>
<thead>
<tr>
<th>Reference</th>
<th>Test type</th>
</tr>
</thead>
<tbody>
<tr>
<td>Clause 7.1.2</td>
<td>Capability</td>
</tr>
</tbody>
</table>
1.3 Test Module M.3 Authorisation

This Test Module is made up of Abstract Test Cases related to the management of service requests and responses.

The module is made up of two sub-modules, the former for services supporting the SOAP binding, the latter for service supporting the HTTP binding.

1.3.1 Test Module M.3.1 Authorisation for SOAP binding

1.3.1.1 ATC-3.1.1 SOAP Authorisation with synchronous response

<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>Only an authorised client can access a requested protected service. The service request contains a SAML Token returned by a previous successful RST.</td>
</tr>
<tr>
<td>Test method</td>
<td>Verify that the service to be invoked is protected, i.e. its WSDL specifies WS-Security policies. The client issues a request containing a SAML token previously obtained through authentication; the SAML Token is included in the SOAP Header of the request, wrapped in a WS-Security element. Verify that the client is authorised to access the protected service, that is a successful response shall be returned.</td>
</tr>
<tr>
<td>Reference</td>
<td>Clauses 7.2.1</td>
</tr>
<tr>
<td>Test type</td>
<td>Capability</td>
</tr>
</tbody>
</table>
### 1.3.1.2 ATC-3.1.2 SOAP Authorisation with asynchronous response

**NOTE**: This abstract test case refers to an asynchronous service based on the “call-back” mechanism.

|----------------------|---------------------------------------------------------------|

| Test assertion [purpose] | Only an authorised client can access a requested protected service.  
The service request header contains a SAML Token returned by a previous successful RST and WS-Addressing information to allow dispatching of the response. |
|--------------------------|--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------|

| Test method | Verify that the service to be invoked is protected, i.e. its WSDL specifies WS-Security policies.  
The client issues a request containing a SAML token, previously obtained through authentication; the SAML Token is included in the SOAP Header of the request, wrapped in a WS-Security element.  
The Service Provider shall return a service response according to the following format:  
- The SOAP Header contains a SAML Token which authenticates the Service Provider, signed with the private key of the STS where the Service Provider is assumed to be registered  
- The SOAP Body contains the actual response of the service. |
|-------------------|---------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------|

**Pre-condition:**

The client shall support the asynchronous communication for the requested service.  
The PEP of the client knows the public key of the STS authenticating the Service Provider.

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clauses 7.2.1</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>Test type</th>
<th>Capability</th>
</tr>
</thead>
</table>
1.3.1.3 ATC-3.1.3 SOAP Service request failure

<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>The Service Provider shall return a SOAP fault message if a service request cannot be fulfilled. The SOAP fault shall clearly indicate reason of failure</td>
</tr>
<tr>
<td>Test method</td>
<td>The client issues an invalid service request. Verify that a SOAP fault response is returned, such that:</td>
</tr>
<tr>
<td></td>
<td>• the <code>&lt;Detail&gt;</code> element holds application specific information about the reason of failure.</td>
</tr>
<tr>
<td></td>
<td>For an OGC service, the <code>&lt;Detail&gt;</code> element shall contain an OGC OWS ExceptionReport tree containing an “exceptionCode” attribute set to:</td>
</tr>
<tr>
<td></td>
<td>• “MissingToken”, if the SAML Token is missing</td>
</tr>
<tr>
<td></td>
<td>• “InvalidToken”, if the SAML Token is invalid (wrong encryption key/invalid signature/ expired time)</td>
</tr>
<tr>
<td></td>
<td>• “TokenVersion”, if the SAML Token version is not supported</td>
</tr>
<tr>
<td></td>
<td>• “AuthorisationFailed”, if the SAML Token is valid, but the user is not authorized to access the resources</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clause 7.2.1</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test type</td>
<td>Capability</td>
</tr>
</tbody>
</table>
### 1.3.2 Test Module M.3.2 Autorisation for HTTP binding

#### 1.3.2.1 ATC-3.2.1 HTTP Authorisation with synchronous response

<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>Only an authorised client can access a requested protected service. The service request contains a SAML Token returned by a previous successful RST, added as an HTTP Header.</td>
</tr>
<tr>
<td>Test method</td>
<td>Verify that the service to be invoked is protected, i.e. its WSDL specifies WS-Security policies. The client issues a request containing a SAML token previously obtained through authentication; the SAML token is added (base64 encoded) to an HTTP Header with the following format: “Authorization: Bearer b64token” Verify that the client is authorised to access the protected service, that is a successful response shall be returned.</td>
</tr>
<tr>
<td>Reference</td>
<td>Clauses 7.2.2</td>
</tr>
<tr>
<td>Test type</td>
<td>Capability</td>
</tr>
</tbody>
</table>
1.3.2.2 ATC-3.2.2 HTTP Service request failure

<table>
<thead>
<tr>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Test assertion [purpose]</td>
<td>The Service provider shall return an exception message if a service request cannot be fulfilled. The exception shall clearly indicate reason of failure</td>
</tr>
<tr>
<td>Test method</td>
<td>The client issues an invalid request. Verify that an exception message is returned. For an OGC service, the expected response is an OGC OWS ExceptionReport tree containing an “exceptionCode” attribute set to:</td>
</tr>
<tr>
<td></td>
<td>• “MissingToken”, if the SAML Token is missing</td>
</tr>
<tr>
<td></td>
<td>• “InvalidToken”, if the SAML Token is invalid (wrong encryption key/invalid signature/expired time)</td>
</tr>
<tr>
<td></td>
<td>• “TokenVersion”, if the SAML Token version is not supported</td>
</tr>
<tr>
<td></td>
<td>• “AuthorisationFailed”, if the SAML Token is valid, but the user is not authorized to access the resources</td>
</tr>
<tr>
<td></td>
<td>Additionally, the HTTP status code shall be set to:</td>
</tr>
<tr>
<td></td>
<td>• “403 Forbidden” if the exceptionCode is set to “AuthorisationFailed”</td>
</tr>
<tr>
<td></td>
<td>• “401 Unauthorized” in all the remaining cases</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Reference</th>
<th>Clause 7.2.2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Test type</td>
<td>Capability</td>
</tr>
</tbody>
</table>
Since the schemas of WS-Trust have many optional elements, we provided here a narrower schema that limits the degree of freedom of the standard schemas, focusing on RST and RSTR. When the underlying child schemas cannot be changed, English annotations are used to specify specific constraints. The constrained schema has been obtained by updating reference files from WS-Trust 1.3:

http://docs.oasis-open.org/ws-sx/ws-trust/200512/ws-trust-1.3.xsd

The constrained schema is compatible with the standard WS-Trust 1.3 (i.e. any service implementation conforming to constrained files shall also conform to the standard ones).

In the following, we provide, as support to the WS-Trust 1.3 schema, information on the structure of RST, RSTR, then the constrained `ws-trust.xsd` schema, then references to the SAML 1.1 and SAML 2.0 schemas and a reference to the WS-Security schema.

For the following two subsections, namespace prefixes are defined in the following table:

<table>
<thead>
<tr>
<th>Prefix</th>
<th>Namespace</th>
</tr>
</thead>
<tbody>
<tr>
<td>ds</td>
<td><a href="http://www.w3.org/2000/09/xmldsig#">http://www.w3.org/2000/09/xmldsig#</a></td>
</tr>
<tr>
<td>xenc</td>
<td><a href="http://www.w3.org/2001/04/xmlenc#">http://www.w3.org/2001/04/xmlenc#</a></td>
</tr>
<tr>
<td>wsa</td>
<td><a href="http://www.w3.org/2005/08/addressing">http://www.w3.org/2005/08/addressing</a></td>
</tr>
<tr>
<td>wsse</td>
<td><a href="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wsseecurity-secext-1.0.xsd">http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wsseecurity-secext-1.0.xsd</a></td>
</tr>
<tr>
<td>wst</td>
<td><a href="http://docs.oasis-open.org/ws-sx/ws-trust/200512/">http://docs.oasis-open.org/ws-sx/ws-trust/200512/</a></td>
</tr>
</tbody>
</table>
RequestSecurityToken (RST)

The schema for RequestSecurityToken is illustrated in the following diagram.

Refer to WS-Trust 1.3 (section 4.1 in [NR23]), with the following constraints:

\[wst:RequestSecurityToken/wst:TokenType\]

is REQUIRED and shall have the following URI, defined in [NR11]:

- http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1
- or
- http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV2.0

\[wst:RequestSecurityToken/wst:RequestType\]

is REQUIRED and shall have the following URI, (only Issue action is supported by the RST, for the moment):

http://docs.oasis-open.org/ws-sx/ws-trust/200512/Issue
**wst:RequestSecurityToken/wsp:AppliesTo**

is OPTIONAL. It shall contain a wsa:EndPointReference, itself containing a wsa:Address. This element (URI) is used to inform the STS about which Relying Party, if not the default one, is supposed to consume the SAML token; the STS can then use the associated public key to encrypt this token.

**wst:RequestSecurityToken/wst:DelegateTo**

is OPTIONAL. It shall contain a wsa:EndPointReference, itself containing a wsa:Address. It is used to require the STS to delegate user identification to an external trusted IdP. The wsa:Address shall contain an identifier (URI) known by the STS; from this identifier, the STS is supposed to retrieve the URL of the external IdP. If the DelegateTo element is absent, then the user identification is performed locally on the STS.

**wst:RequestSecurityToken/wsse:UsernameToken**

is REQUIRED. It contains the mandatory element Username, with the user id for which a SAML token is requested. In case of *RST with password*, a wsse:Password element is REQUIRED after Username. In case of *RST with signature*, it is REQUIRED to NOT put wsse:Password element.

Other elements defined in [NR23] are allowed in the RST but they shall be ignored by the STS complying with the present Best Practice.

In case of *RST with signature*, it is REQUIRED to put in the SOAP header a wsse:Security element containing a ds:Signature element. The ds:Signature shall contain the digital signature of the SOAP body (that contains the wst:RequestSecurityToken element), as a detached signature. The following:

- The secure hash SHA-1 digital signature message digest algorithm is used, as supported by [NR15].
- The element that is signed is SOAP Body. The URI attribute of the `<ds:Reference URI="..."/>` element shall refer to the `<soap:Body>` node being signed (using XPointer, see 4.3.3.3 in [NR18]).
- The signature is “detached”.
- No certificate is put in the signature. This means that the STS verifying the signature has to know (from its keystore, for example) the public key of the requester, as an evidence of the trust it commits on this requester.
- A canonicalization method shall be used which eliminates namespace declarations that are not visibly used within the SAML token. A suitable algorithm is ”Exclusive XML Canonicalization” which is implemented through a digital signature declaration:

```xml
<ds:CanonicalizationMethod
Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#"/>
```

Note that the specified canonicalization algorithm omits the comments.
RequestSecurityTokenResponse (RSTR)

The schema for RequestSecurityTokenResponse is illustrated in the following diagram.

Refer to WS-Trust 1.3 (section 4.1 in [NR23]), with the following constraints:

- **wst:RequestSecurityToken/wst:TokenType** is REQUIRED and shall have the following URI, defined in [R11]:
  - http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1
  - or http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV2.0

- **wst:RequestSecurityToken/wst:RequestedSecurityToken** is REQUIRED and shall contains one `<xenc:EncryptedData>` element; once decrypted, it shall be a SAML 1.1 assertion as defined in oasis-sstc-saml-schema-assertion-1.1.xsd or a SAML 2.0 assertion as defined in saml-schema-assertion-2.0.xsd (see below). Specific requirements concerning the encryption and signature of SAML assertion are provided in sections 6.4.1 and 6.4.2, respectively.

![Figure 18: RequestSecurityTokenResponse schema](image-url)
WS-Trust Schema

The following schema file defines the types for RST and RSTR.

```xml
<?xml version="1.0" encoding="utf-8"?>
<xs:schema
 xmlns:wst="http://docs.oasis-open.org/ws-sx/ws-trust/200512/"
 xmlns:wsa="http://www.w3.org/2005/08/addressing"
 xmlns:wsse="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd"
 xmlns:xenc="http://www.w3.org/2001/04/xmlenc#"
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
 xmlns:xs="http://www.w3.org/2001/XMLSchema"
 targetNamespace="http://docs.oasis-open.org/ws-sx/ws-trust/200512/"
 elementFormDefault="qualified">

<!-- WS-Trust Section 3.1 -->
<xs:element name="RequestSecurityToken" type="wst:RequestSecurityTokenType">
  <xs:annotation>
    <xs:documentation>Under wsse:UsernameToken, the element Username may be followed by an optional wsse:Password element (see OASIS Web Services Security UsernameToken Profile 1.1)</xs:documentation>
  </xs:annotation>
</xs:element>

<xs:complexType name="RequestSecurityTokenType">
  <xs:sequence>
    <xs:element ref="wst:TokenType"/>
    <xs:element ref="wst:RequestType"/>
    <xs:element ref="wsp:AppliesTo" minOccurs="0"/>
    <xs:element ref="wst:DelegateTo" minOccurs="0"/>
    <xs:element ref="wsse:UsernameToken"/>
  </xs:sequence>
  <xs:attribute name="Context" type="xs:anyURI" use="optional"/>
  <xs:anyAttribute namespace="##other" processContents="lax"/>
</xs:complexType>

<xs:element name="TokenType">
  <xs:annotation>
    <xs:documentation>The URI shall be "http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1" or "http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV2.0"</xs:documentation>
  </xs:annotation>
  <xs:simpleType>
    <xs:restriction base="xs:anyURI">
      <xs:enumeration value="http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1"/>
      <xs:enumeration value="http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV2.0"/>
    </xs:restriction>
  </xs:simpleType>
</xs:element>

<xs:element name="RequestType" type="wst:RequestTypeOpenEnum">
  <xs:annotation>
    <xs:documentation>The URI shall be "http://docs.oasis-open.org/ws-sx/ws-trust/200512/Issue"</xs:documentation>
  </xs:annotation>
  <xs:simpleType>
    <xs:restriction base="xs:anyURI">
    </xs:restriction>
  </xs:simpleType>
</xs:element>

<!-- WS-Trust Section 3.2 -->
<xs:element name="RequestSecurityTokenResponse" type="wst:RequestSecurityTokenResponseType">
  <xs:complexType>
    <xs:sequence>
    </xs:sequence>
  </xs:complexType>
</xs:element>
</xs:schema>
```
SAML Assertion Schema

The schema for SAML assertions 1.1 is defined at the following URL:


The schema for SAML assertions 2.0 is defined at the following URL:

http://docs.oasis-open.org/security/saml/v2.0/saml-schema-assertion-2.0.xsd

WS-Security Schema

Each SOAP service request may include, if required, the encrypted SAML token returned in the RSTR. In such situation, the SOAP header shall contain a `<wsse:Security>` element (WS-Security 1.1) having a `<xenc:EncryptedData>` (the SAML token) as child.

The schema defining the `<wsse:Security>` element is defined at the following URL:

http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd
Annex C: SOAP 1.1 Implementation (Normative)

The normative SOAP protocol binding is SOAP 1.2 (see section 6.2). The support of SOAP 1.1 is optional.

If SOAP 1.1 is used, only SOAP messaging (via HTTP/POST) with document/literal style shall be used. Also, for the RST request, the expected SOAP action is:

http://docs.oasis-open.org/ws-sx/ws-trust/200512#RequestSecurityToken

The following information (non-normative) explains the main differences between the above two versions of SOAP and is illustrated in the following figures.

At HTTP header level, SOAP 1.1 uses a Content-Type of text/xml and requires a SOAPAction, whereas SOAP 1.2 uses a Content-Type of application/soap+xml and has no SOAPAction. In SOAP 1.2, an optional action parameter could be added to the Content-Type header field.

At SOAP level, SOAP 1.1 and SOAP 1.2 use a different namespace and a different Fault structure.

```
POST http://aaa.bbb.ccc/csw HTTP/1.1
Host: aaa.bbb.ccc
Content-Type: text/xml; charset=utf-8
Content-Length: length

SOAPAction: "http://www.opengis.net/cat/csw/2.0.2/requests#GetRecords"

<?xml version="1.0" encoding="utf-8"?>
<soap:Envelope xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
    xmlns:xsd="http://www.w3.org/2001/XMLSchema"
    xmlns:soap="http://schemas.xmlsoap.org/soap/envelope/"
    xmlns:csw="http://www.opengis.net/csw/2.0.2"
>
    <soap:Body>
        <GetRecords xmlns="http://www.opengis.net/csw/2.0.2"
                  xmlns:csw="http://www.opengis.net/csw/2.0.2"
              ></GetRecords>
    </soap:Body>
</soap:Envelope>
```

**SOAP 1.1**

```
POST http://aaa.bbb.ccc/csw HTTP/1.1
Host: aaa.bbb.ccc
Content-Type: application/soap+xml; charset=utf-8
Content-Length: length

<?xml version="1.0" encoding="utf-8"?>
<soap12:Envelope xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
    xmlns:xsd="http://www.w3.org/2001/XMLSchema"
    xmlns:soap12="http://www.w3.org/2003/05/soap-envelope"
    xmlns:csw="http://www.opengis.net/csw/2.0.2"
>
    <soap12:Body>
        <GetRecords xmlns="http://www.opengis.net/csw/2.0.2"
                  xmlns:csw="http://www.opengis.net/csw/2.0.2"
              ></GetRecords>
    </soap12:Body>
</soap12:Envelope>
```

**SOAP 1.2**
SOAP 1.1

SOAP 1.2
Annex D: Example of SAML Token Attributes
(Non-Normative)

In the GMES Space Component Data Access (GSCDA) community, the following attributes are included in the SAML token to implement basic policy steps:

<table>
<thead>
<tr>
<th>SAML Token attribute name</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Id</td>
<td>Unambiguous federated identity</td>
</tr>
<tr>
<td>c</td>
<td>Country of origin</td>
</tr>
<tr>
<td>o</td>
<td>Organisation</td>
</tr>
<tr>
<td>ProjectName</td>
<td>Names of projects with which user is affiliated</td>
</tr>
<tr>
<td>Account</td>
<td>The account number</td>
</tr>
<tr>
<td>ServiceName</td>
<td>Associated services</td>
</tr>
<tr>
<td>UserProfile</td>
<td>Type of user (Commercial/GMES/Scientific)</td>
</tr>
</tbody>
</table>

Table 2: Example of Attributes in SAML Token
Annex E: XACML Examples (Non-Normative)

The following examples of PDP decision requests and policies are based on XACML 2.0.

Uses Case: restrict access for time period

Decision request:

```xml
<?xml version="1.0" encoding="UTF-8"?>
<Request xmlns="urn:oasis:names:tc:xacml:2.0:context:schema:os"
  <Subject>
    <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:subject:subject-id" DataType="xs:string">
      <AttributeValue>anonymous</AttributeValue>
    </Attribute>
  </Subject>
  <Resource>
    <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:resource:resource-id" DataType="xs:string">
      <AttributeValue>WEB_Map_Server</AttributeValue>
    </Attribute>
  </Resource>
  <Action>
    <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:action:action-id" DataType="xs:string">
      <AttributeValue>GetMap</AttributeValue>
    </Attribute>
  </Action>
  <Environment/>
</Request>
```

Policy:

```xml
<?xml version="1.0" encoding="UTF-8"?>
PolicyId="urn:oasis:names:tc:xacml:2.0:example:policyid:HL-IDM-480"
RuleCombiningAlgId="urn:oasis:names:tc:xacml:1.0:rule-combining-algorithm:deny-overrides">
  <PolicyDefaults>
    <XPathVersion>http://www.w3.org/TR/1999/Rec-xpath-19991116</XPathVersion>
  </PolicyDefaults>
  <Target>
    <Resource>
      <ResourceMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal">
        <Attribute AttributeId="urn:oasis:names:tc:xacml:2.0:resource:resource-id" DataType="http://www.w3.org/2001/XMLSchema#string">
          <AttributeValue>WEB_Map_Server</AttributeValue>
        </Attribute>
      </ResourceMatch>
    </Resource>
    <Action>
      <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:action:action-id" DataType="xs:string">
        <AttributeValue>GetMap</AttributeValue>
      </Attribute>
    </Action>
  </Target>
  <Effect>Deny</Effect>
  <Description>
    User cannot access the service for getting maps in the time range 9:00 AM - 12:00 AM
  </Description>
</Policy>
```
<Actions>
  <Action>
    <ActionMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal">
      <AttributeValue
        DataType="http://www.w3.org/2001/XMLSchema#string">GetMap</AttributeValue>
      <ActionAttributeDesignator
        AttributeId="urn:oasis:names:tc:xacml:1.0:action:action-id"
        DataType="http://www.w3.org/2001/XMLSchema#string"/>
    </ActionMatch>
  </Action>
</Actions>
</Target>
<Condition>
  <Apply FunctionId="urn:oasis:names:tc:xacml:2.0:function:time-in-range">
    <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:time-one-and-only">
      <EnvironmentAttributeDesignator
        AttributeId="urn:oasis:names:tc:xacml:1.0:environment:current-time"
        DataType="http:www.w3.org/2001/XMLSchema#time"/>
    </Apply>
    <AttributeValue
      DataType="http:www.w3.org/2001/XMLSchema#time">09:00:00</AttributeValue>
    <AttributeValue
      DataType="http:www.w3.org/2001/XMLSchema#time">12:00:00</AttributeValue>
  </Apply>
</Condition>
</Rule>
</Policy>

Uses Case: enforce rules for specific group of users

Decision request:

<?xml version="1.0" encoding="UTF-8"?>
<Request xmlns="urn:oasis:names:tc:xacml:2.0:context:schema:os"
  <Subject>
    <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:subject:subject-id"
      DataType="xs:string">
      <AttributeValue>dail_user_1</AttributeValue>
    </Attribute>
    <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:subject:subject-role" DataType="xs:string">
      <AttributeValue>guest</AttributeValue>
    </Attribute>
  </Subject>
  <Resource>
    <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:resource:resource-id"
      DataType="xs:string">
      <AttributeValue>csw-ebrim_catalogue</AttributeValue>
    </Attribute>
  </Resource>
  <Action>
    <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:action:action-id"
      DataType="xs:string">
      <AttributeValue>GetRecords</AttributeValue>
    </Attribute>
  </Action>
</Request>

Policy:

<?xml version="1.0" encoding="UTF-8"?>
Uses Case: restrict access to the type of data

Decision request:

<?xml version="1.0" encoding="UTF-8"?>
<Request xmlns="urn:oasis:names:tc:xacml:2.0:context:schema:os"
   <Subject>
      <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:subject:subject-id" DataType="xs:string">
      </Attribute>
   </Subject>
   <Condition>
      <Apply FunctionId="urn:oasis:names:tc:xacml:2.0:function:time-in-range">
         <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:time-one-and-only">
            <EnvironmentAttributeDesignator AttributeId="urn:oasis:names:tc:xacml:1.0:environment:current-time"
               DataType="http://www.w3.org/2001/XMLSchema#time"/>
            <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#time">09:00:00</AttributeValue>
            <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#time">12:00:00</AttributeValue>
         </Apply>
      </Apply>
   </Condition>
   <Rule RuleId="urn:oasis:names:tc:xacml:2.0:example:ruleid:HL-IDM-490-OTHER"
      Effect="Permit"/>
</Request>
Policy:

```xml
<?xml version="1.0" encoding="UTF-8"?>
PolicyId="urn:oasis:names:tc:xacml:2.0:example:policyId:HL-IDM-500"
RuleCombiningAlgId="urn:oasis:names:tc:xacml:1.0:rule-combining-algorithm:deny-overrides">
  <PolicyDefaults>
    <XPathVersion>http://www.w3.org/TR/1999/Rec-xpath-19991116</XPathVersion>
  </PolicyDefaults>
  <Target>
    <Resources>
      <Resource>
        <ResourceMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal">
          <AttributeValue
            AttributeId="urn:oasis:names:tc:xacml:2.0:resource:resource-id"
            DataType="http://www.w3.org/2001/XMLSchema#string">ebrim_catalogue</AttributeValue>
        </ResourceMatch>
      </Resource>
    </Resources>
    <Subjects>
      <Subject>
        <SubjectMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal">
          <AttributeValue
            AttributeId="urn:ogc:um:eop:0.0.4:saml:role" DataType="xs:string">guest</AttributeValue>
        </SubjectMatch>
      </Subject>
    </Subjects>
  </Target>
  <Condition>
    <Apply FunctionId="urn:oasis:names:tc:xacml:2.0:function:double-greater-than">
      <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:double-one-and-only">
        <AttributeId>urn:oasis:names:tc:xacml:2.0:action:action-id</AttributeId>
        <AttributeValue>GetRecords</AttributeValue>
      </Apply>
    </Apply>
  </Condition>
  <Effect>Deny</Effect>
  <Description>User with the "guest" role cannot access high-resolution data</Description>
</Policy>
```
Uses Case: restricting access to users from certain geographic locations

Policy:

<?xml version="1.0" encoding="UTF-8"?>
  PolicyId="urn:oasis:names:tc:xacml:1.0:rule-combining-algorithm:deny-overrides">
  <PolicyDefaults>
    <XPathVersion>http://www.w3.org/TR/1999/Rec-xpath-19991116</XPathVersion>
  </PolicyDefaults>
  <Target>
    <Resource>
      <ResourceMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal">
        <AttributeValue>
          <ResourceAttributeDesignator
        </AttributeValue>
      </ResourceMatch>
      <ResourceMatch MatchId="urn:oasis:names:tc:xacml:2.0:example:ruleid:HL-IDM-500-OTHER">
        <AttributeValue>
          <ResourceAttributeDesignator
        </AttributeValue>
      </ResourceMatch>
    </Resource>
      <Effect>
        Permit
      </Effect>
    </Rule>
  </Target>
</Policy>
User Management Interfaces for Earth Observation Services

User from the "France" country cannot access the service
</Description>
</Target>
<Subjects>
<Subject>
<SubjectMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal">
<AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">France</AttributeValue>
</SubjectMatch>
</Subject>
</Subjects>
</Rule>
</Rule>
</Policy>
Annex F: Example of WSDL using WS-Policy (Non-Normative)

The following WSDL example illustrates the use of WS-Policy, WS-PolicyAttachment, and WS-SecurityPolicy, where the policy is applied on a per-operation basis.

```xml
<?xml version="1.0" encoding="UTF-8"?>
<wsdl:definitions xmlns:tns="http://www.opengis.net/cat/csw/2.0.2/soap"
  xmlns:csw="http://www.opengis.net/cat/csw/2.0.2"
  xmlns:ows="http://www.opengis.net/ows"
  xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/"
  xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/
  xmlns:xsd="http://www.w3.org/2001/XMLSchema"
  xmlns:wsp="http://www.w3.org/ns/ws-policy"
  xmlns:sp="http://docs.oasis-open.org/ws-sx/ws-securitypolicy/200702"
  xmlns:wsa="http://www.w3.org/2005/08/addressing"
  xmlns:wsu="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-utility-1.0.xsd"
  targetNamespace="http://www.opengis.net/cat/csw/2.0.2/soap">
  <xsd:schema elementFormDefault="qualified"
    targetNamespace="http://www.opengis.net/cat/csw/2.0.2" version="2.0.2">
    <xsd:include schemaLocation="http://schemas.opengis.net/csw/2.0.2/CSW-discovery.xsd"/>
    <xsd:include schemaLocation="http://schemas.opengis.net/csw/2.0.2/CSW-publication.xsd"/>
    <xsd:import namespace="http://www.opengis.net/ows"
      schemaLocation="http://schemas.opengis.net/ows/1.0.0/owsExceptionReport.xsd"/>
  </xsd:schema>
  <wsdl:types>
    <wsdl:message name="GetCapabilitiesRequest">
      <wsdl:part name="Body" element="csw:GetCapabilities"/>
    </wsdl:message>
    <wsdl:message name="GetCapabilitiesResponse">
      <wsdl:part name="Body" element="csw:Capabilities"/>
    </wsdl:message>
  ...
    <wsdl:message name="GetRecordsRequest">
      <wsdl:part name="Body" element="csw:GetRecords"/>
    </wsdl:message>
    <wsdl:message name="GetRecordsResponse">
      <wsdl:part name="Body" element="csw:GetRecordsResponse"/>
    </wsdl:message>
  ...
    <wsdl:message name="ServiceExceptionReport">
      <wsdl:part name="Body" element="ows:ExceptionReport"/>
    </wsdl:message>
    <wsdl:portType name="csw">
      <wsdl:operation name="csw.getCapabilities">
        <wsdl:input message="tns:GetCapabilitiesRequest"/>
        <wsdl:output message="tns:GetCapabilitiesResponse"/>
        <wsdl:fault name="ServiceExceptionReport" message="tns: ServiceExceptionReport"/>
      </wsdl:operation>
    ...
      <wsdl:operation name="csw.getRecords">
        <wsdl:input message="tns:GetRecordsRequest"/>
        <wsdl:output message="tns:GetRecordsResponse"/>
        <wsdl:fault name="ServiceExceptionReport" message="tns: ServiceExceptionReport"/>
      </wsdl:operation>
    ...
  </wsdl:portType>
</wsdl:definitions>
```
<wsdl:portType>

<wsdl:binding name="csw-SOAP" type="tns:csw">
  <wsdl:documentation>CSW interface bound to SOAP over HTTP/1.1.</wsdl:documentation>
  <soap:binding style="document" transport="http://schemas.xmlsoap.org/soap/http/>
  <wsdl:operation name="csw.getCapabilities">
    <soap:operation soapAction="http://www.opengis.net/cat/csw/2.0.2/requests#GetCapabilities"/>
    <wsdl:input>
      <soap:body use="literal"/>
    </wsdl:input>
    <wsdl:output>
      <soap:body use="literal"/>
    </wsdl:output>
    <wsdl:fault name="ServiceExceptionReport">
      <soap:fault use="literal" name="ServiceExceptionReport"/>
    </wsdl:fault>
  </wsdl:operation>
  ...

  <wsdl:operation name="csw.getRecords">
    <soap:operation soapAction="http://www.opengis.net/cat/csw/2.0.2/requests#GetRecords"/>
    <wsdl:input>
      <soap:body use="literal"/>
    </wsdl:input>
    <wsdl:output>
      <soap:body use="literal"/>
    </wsdl:output>
    <wsdl:fault name="ServiceExceptionReport">
      <soap:fault use="literal" name="ServiceExceptionReport"/>
    </wsdl:fault>
    <wsp:PolicyReference URI="#HMApolicy" wsdl:required="true"/>
  </wsdl:operation>
  ...
</wsdl:binding>

<wsdl:service name="EbrimCatalogServiceSoap">
  <wsdl:port name="Ebrim-Discovery-PortSoap" binding="tns:csw-SOAP">
    <soap:address location="http://varchive.eumetsat.org/axis2/services/csw202-wrs-eoproduct"/>
  </wsdl:port>
</wsdl:service>

<wsp:Policy wsu:Id="HMApolicy">
  <wsp:All>
    <sp:AsymmetricBinding>
      <wsp:Policy>
        <sp:InitiatorToken>
          <wsp:Policy>
            <sp:X509Token sp:IncludeToken="http://docs.oasis-open.org/ws-sx/ws-securitypolicy/200702/includeToken/Never">
              <wsp:Policy>
                <sp:RequireThumbprintReference/>
                <sp:X509V3Token10/>
              </wsp:Policy>
            </sp:X509Token>
          </wsp:Policy>
        </sp:InitiatorToken>
        <sp:RecipientToken>
          <wsp:Policy>
            <sp:X509Token sp:IncludeToken="http://docs.oasis-open.org/ws-sx/ws-securitypolicy/200702/includeToken/Never">
              <wsp:Policy>
                <sp:RequireThumbprintReference/>
                <sp:X509V3Token10/>
              </wsp:Policy>
            </sp:X509Token>
          </wsp:Policy>
        </sp:RecipientToken>
      </wsp:Policy>
    </sp:AlgorithmSuite>
  </wsp:All>
</wsp:Policy>
<wsp:Policy>
  <sp:AlgorithmSuite>
    <sp:Layout>
      <wsp:Policy>
        <sp:Strict/>
      </wsp:Policy>
    </sp:Layout>
  </sp:AlgorithmSuite>
  <sp:AsymmetricBinding>
    <sp:EncryptedSupportingTokens>
      <wsp:Policy>
        <sp:Strict/>
      </wsp:Policy>
    </sp:EncryptedSupportingTokens>
  </sp:AsymmetricBinding>
</wsp:Policy>

<wsp:Policy>
  <sp:SamlToken sp:IncludeToken="http://docs.oasis-open.org/ws-sx/ws-securitypolicy/200702/IncludeToken/AlwaysToRecipient">
    <sp:Issuer>
      <wsa:Address>
        urn:ceos:def:epr:esa-cds:1.0:sts-ope
      </wsa:Address>
      <!-- or simply
      <wsa:Address/>
      to accept SAML tokens from different issuers (IdPs) -->
    </sp:Issuer>
    <sp:WssSamlV11Token11/>
    <sp:Policy/>
    <wsp:All/>
  </sp:SamlToken>
</wsp:Policy>
</wsdl:definitions>
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<thead>
<tr>
<th>Date</th>
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</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>Authentication request does not use WS-Security</td>
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<td></td>
<td></td>
<td></td>
<td></td>
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</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>- authenticating identity correctly asserted in examples</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>- authenticate and authenticateFederated merged into one operation</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>- Attribute assertions updated in examples</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>- WSDL provided for STS</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>- Clarification made for the assertion element and schema attached</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>- All schemas and references given in annex.</td>
</tr>
<tr>
<td>Date</td>
<td>Version</td>
<td>Author</td>
<td>Changes</td>
<td></td>
</tr>
<tr>
<td>------------</td>
<td>---------</td>
<td>--------</td>
<td>----------------------------------------------------------------------------------------------------------------------------------------</td>
<td></td>
</tr>
<tr>
<td>30 Oct 2009</td>
<td>0.0.5</td>
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<td></td>
<td></td>
<td></td>
<td>Updates following RIDS of EUMETSAT/conterra, analysis by FP-7 GENESIS and HMA-T projects</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Removed references to DAIL and GS, for the sake of generality</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Added conformance (chapter 2) and Abstract Test Suite (annex A)</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Put SOAP 1.2 as baseline protocol binding and put SOAP 1.1 support in annex C</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Demote SAML token attributes specification as an example (annex D)</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Added authorisation use cases (chapter 10) and XACML examples (annex E)</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Added WS-Policy recommendation</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Removed non-standard Assertion element</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Remove certificate from SAML token</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Changed protocol for authentication through external IdP</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Added &quot;future work&quot; section</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Clarify roles of each entity in the system</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Added threats / countermeasures analysis (chapter 9)</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Misc corrections and clarifications</td>
<td></td>
</tr>
<tr>
<td>29 Jan 2010</td>
<td>0.0.6</td>
<td>P. Denis</td>
<td>All</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Alignment on OASIS WS-Trust 1.3, i.e. Security Token Service (STS), providing Request Security Token operation (RST)</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Precisions and changes on signature of security tokens</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Created annex G for ESA UM-SSO / EO-DAIL Integration</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>- Misc corrections and clarifications</td>
<td></td>
</tr>
<tr>
<td>Date</td>
<td>Version</td>
<td>Author</td>
<td>Notes</td>
<td></td>
</tr>
<tr>
<td>------------</td>
<td>---------</td>
<td>--------</td>
<td>-------</td>
<td></td>
</tr>
<tr>
<td>5 Mar 2010</td>
<td>0.1.0</td>
<td>P.Denis</td>
<td>Updates following RIDS of ESA, EUMETSAT/con terra, misc corrections and precisions</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Removal of references to LDAP, for the sake of generality</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Improved description of encryption protocol (&quot;hybrid cryptosystem&quot;).</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Ability to have multiple relying parties (hence multiple Federating Entities) through &quot;AppliesTo&quot; element described in &quot;Extension Points&quot; section.</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Removal of sections about too general topics on SAML, encryption and signature.</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Added test module for RST with signature</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Correction on &quot;Federated IdP - external identification&quot; use case and associated RST schema: it shall use &quot;DelegateTo&quot; element of WS-Trust, instead of &quot;AppliesTo&quot; element.</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Reference to GeoXACML</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Misc corrections and clarifications</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Corrections of typos and wrong section numbering</td>
<td></td>
</tr>
<tr>
<td>Date</td>
<td>Version</td>
<td>Author</td>
<td>Notes</td>
<td></td>
</tr>
<tr>
<td>----------</td>
<td>---------</td>
<td>--------</td>
<td>-------</td>
<td></td>
</tr>
</tbody>
</table>
| 5 Jul 2010 | 0.3.0  | P.Denis | “Friendly amendments” following OGC TC 9th March 2010:  
- Described the re-use mechanism for secured tokens  
- Detail Single-Sign-On  
- Removed PEP in front of IdP  
- Made explicit that an external IdP can be based on Shibboleth  
- Defined the scope of the document "as specific as possible"  

Updates following RIDS of ESA, EUMETSAT/con terra, misc corrections and precisions  
- Generalisation to architectures without a Federating Entity; clarification of roles of STS and Relying Parties; unification of use cases 1 and 3.  
- Description of the general mechanism used by STS to get the encryption public key.  
- Clarification on the meaning of the “Client” actor in use cases  
- Replaced “authorisation request” by “service request” for uniformity  
- Annex G promoted as section 8 and updated to be more general (Web Portal / Web Service Broker Integration)  
- Updated document type as "Candidate Best Practice" (Carl Reed)  
- Precisions made on the scope of the document (P.G. Marchetti)  
| 8 Jul 2010 | 0.3.1  | P.Denis | Update following HMA AWG Meeting:  
- Put “Shibboleth” as an example of Web-SSO (not more) |
<table>
<thead>
<tr>
<th>Date</th>
<th>Version</th>
<th>Author(s)</th>
<th>Updates</th>
</tr>
</thead>
</table>
| 3 Sep 2010 | 0.3.2   | P.Denis   | Updates following issues found in activities of integration based on the present best practice:  
• Precisions made on XML canonicalization method for signature of SAML tokens and corrections of XML examples  
• Precisions made on signature reference in SAML tokens and corrections of XML examples  
• In figure 6, step 10 corrected to be in line with the text that follows  
• New options allowed for asynchronous service responses |
| 3 Sep 2010 | 1.0     | P.Denis   | All  
Promotion to “Best Practice” document |
| 10 May 2013| 1.1 Draft | P.Denis P. Jacques | All  
Misc editorial corrections and clarifications.  
Convergence towards new OGC template.  
Added HTTP protocol binding, for both authentication requests and service requests.  
Split “STS with trusted IdP” use case into two cases, for the sake of uniformity on STS delegation.  
Updates following issues / recommendations given by con terra on HMA Forum:  
• Correction on type of WS-Trust “DelegateTo” element  
• Mechanism for identification of delegate STS, based on WS-Trust “DelegateTo” element  
• Added missing WS-Trust “DelegateTo” in the ws-trust.xsd schema  
• Clarification on the concept of “STS with trusted IdP”  
• Removal of obsolete text in 7.1.3  
General improvement of document structure and figures for enhanced clarity and readability.  
Alignment of all examples with SOAP 1.2.  
Alignment with OWS Common for exceptions on Service requests. |
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<thead>
<tr>
<th>Date</th>
<th>Version</th>
<th>Author</th>
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</tr>
</thead>
<tbody>
<tr>
<td>21 May 2013</td>
<td>1.1</td>
<td>P. Jacques</td>
<td>Added example of RST with AppliesTo in section 6.4.1.1.</td>
</tr>
<tr>
<td></td>
<td>Draft</td>
<td></td>
<td>Added footnote in section 6.4.2 to make recommendations about the use of the Issuer attribute/element of the SAML token.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Modified URN in RST example in section 6.4.3.2.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Updated Figure 7 and Figure 8 to indicate that the RTS signature is verified with the Client’s public key.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Updated footnote on user id in section 6.4.3.3 to take into account multiple Web-SSO security domains.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Added WS-PolicyAttachment and WS-SecurityPolicy in section 3.1 and section 6.4.4.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Corrected SOAP namespace in Figure 11.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Modified Issuer attribute value in Figure 12.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Changed xmlsignature to b64token in RST authorization HTTP header in section 7.1.2.1.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Replaced URI encoding by Base64 encoding.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Changed the example accordingly.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Added the use of the “403 Forbidden” HTTP status in sections 7.2.1.3 and 7.2.2.3. Allow for non-OGC services provided that the same exception code is used.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Removed the need for URI encoding in section 7.2.2.1. Updated/improved the related example. Added note on possible future use of compression and KVP encoding.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Updated Figure 15 and Figure 16 to align components and colours.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Corrected third paragraph of Annex B with references to schemas.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Added non-normative text in Annex C to show the main differences between SOAP 1.1 and SOAP 1.2.</td>
</tr>
<tr>
<td>12 Jun 2013</td>
<td>1.1</td>
<td>P. Jacques</td>
<td>Editorial changes made in sections i (Abstract) and iv (Submitting organisations).</td>
</tr>
<tr>
<td></td>
<td>Draft</td>
<td></td>
<td>A footnote was added in section 6.4.1.1 to recommend the value to use for the wsa:Address element of AppliesTo.</td>
</tr>
<tr>
<td>Date</td>
<td>Version</td>
<td>Author</td>
<td>Changes</td>
</tr>
<tr>
<td>------------</td>
<td>---------</td>
<td>------------</td>
<td>-------------------------------------------------------------------------</td>
</tr>
<tr>
<td>28 Jun 2013</td>
<td>1.1 Draft</td>
<td>P. Jacques</td>
<td>Changed [NR16] to point to a newer version of the OWS Common specification.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Added note in section 6.4.3.1 with assumption on proper password protection by the Client.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Updated the value of a few elements in Figure 12.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Updated Annex A to match the changes made in sections 6 and 7.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Added the wsa namespace prefix in table in Annex B.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Added WSDL example in Annex F.</td>
</tr>
</tbody>
</table>