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1 Introduction

1.1 Purpose and Scope

This document describes the Executable Test Suite (ETS) of the OGC Ordering Services for Earth Observation Products. An ETS can verify that an Implementation Under Test (IUT) conforms to all relevant functional specifications. The basis for developing an executable test suite (ETS) is the Abstract Test Suite, described as Annex in [AD-04].
The assertions are gleaned from a set of specification documents; the dependencies among these specifications are shown in the figure below where each specification is represented as a UML package.
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Figure 1: Package Dependency of EO Order Specification
1.2 Applicable and Reference Documents

[AD1]
ECSS – Space Engineering Standards – Software ECSS-E-ST-40C, 6 March 2009.
[AD-02] OGC™ Catalogue Services Specification 2.0 Extension Package for ebRIM (ISO/TS 15000-3) Application Profile: Earth Observation Products OGC 06-131r6 0.2.4
07 May 2008
[AD-03] Application schema for Earth Observation products OGC 06-080r2 0.9.3 21 Jul 2008

[AD-04] Ordering Services for Earth Observation Products OGC 06-141r2 0.9.5 draft 1
13 Nov 2009

[AD-05] Proposal for HMA Follow On Task 4 – Order 1.0
13 Mar 2009

[AD-06] User Management Interfaces for Earth Observation Services OGC 07-118r4 0.0.6 29 Jan 2010
1.3 Definition and Acronyms
	AR
	Acceptance Review

	CDR
	Critical Design Review

	DAIL
	Data Access Integration Layer

	DDF
	Design Definition File

	DJF
	Design Justification File

	EO
	Earth Observation

	ESA
	European Space Agency

	FP
	Final Presentation

	HMA
	Heterogeneous Missions Accessibility

	INSPIRE
	Infrastructure for Spatial Information in Europe

	ICD
	Interface Control Document

	KO
	Kick off meeting

	OGC
	Open Geospatial Consortium

	OWL
	Web Ontology Language

	PDR
	Preliminary Design Review

	RDF
	Resource Description Framework

	SDD
	Software Design Document

	SMAAD
	Semantic-web Mediated Access Across Domains

	SRS
	Software Requirements Specification

	SSE
	Service Support Environment

	TS
	Technical Specification

	UML
	Unified Modelling Language


1.1 UML Notations
1.1.1 UML Class Diagrams

Some of the diagrams in this document are presented using the Unified Modeling Language (UML) static structure diagram. The UML notations used in this document are described in Figure 1, below

In these UML class diagrams, the class boxes with a light background are the primary classes being shown in this diagram, often the classes from one UML package. The class boxes with a grey background are other classes used by these primary classes, usually classes from other packages.
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Figure 2: UML Class Diagram Notations

The following stereotypes of UML classes are often used:

<<Interface>> A definition of a set of operations that is supported by objects having this interface. An Interface class cannot contain any attributes.

<<Type>> A stereotyped class used for specification of a domain of instances (objects), together with the operations applicable to the objects. A Type class may have attributes and associations.

<<DataType>> A descriptor of a set of values that lack identity (independent existence and the possibility of side effects). A DataType is a class with no operations whose primary purpose is to hold the information.

<<CodeList>> A flexible enumeration that uses string values for expressing a list of potential values. If the list alternatives are completely known, an enumeration shall be used; if the only likely alternatives are known, a code list shall be used.

<<Enumeration>> A data type whose instances form a list of alternative literal values. Enumeration means a short list of well-understood potential values within a class.
1.1.2 UML Component Diagrams

Component diagrams are similar to class diagrams but concentrate on higher, sub-system level abstractions. Component diagrams typically contain packages, components, interfaces and their relationships.
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Figure 3: UML Component Diagram Notations
2 Introduction
A general UML model of the EO Order Service Interfaces, in the form of a class diagram is shown in Figure 5. This model shows the EO Order Service class plus five other classes with which that class is associated. An EO Order Service is a realization of an OGC Service. Each instance of the EO Order Service class is associated with two or more of these other classes, depending on the abilities included in that service instance. Each of these other classes defines one or several related operations that can be included in an EO Order Service class instance. 
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Figure 4: EO Order Specification interfaces (types) and associated Conformance Classes
The EO Order Core type is itself an abstract class from which three concrete classes are derived. Each of these three classes do not provide new functionality but is related to a different type of order which can be handled through the operations of the base class. 
In Figure 5 an instance of the EO Order Service type is a composite object that is a high-level characterization of an EO Order Service. Its constituent objects are themselves components that provide functional behaviours to address particular areas of concern. The associated classes shown in this figure are mandatory or optional for implementation as indicated by the association multiplicity in the UML diagram. Therefore, a compliant EO Order Service shall implement the OGC Service and EO Order Core classes. An EO Order Server can implement additional classes associated with the EO Order Service class. An EO Order implementation shall recognize all operations defined within each included class, and shall generate a message indicating when a particular operation is not implemented. 

The five classes that can be associated with the EO Order Service class allow different OGC EO Order Services to provide significantly different abilities.

Each concrete type has one Conformance Class associated (green coloured in Figure 5 and assigned with a green dashed arrow to the type) which were defined within the Abstract Test Suite (ATS). The relatively large number of Conformance Classes result from additional attributes which span a three dimensional space within which the Conformance Classes are defined. The three axis of the space are:

The Operations: a set of mandatory (Core) operations GetCapabilities, GetOptions, Submit and GetStatus can be combined with the three optional operations (GetQuotation, Cancel, DescribeResultAccess)

· The OrderType (ProductOrder(PO), Subscription (Sub), Tasking (SPS))
· The Processing type (sybchronous, asynchronous with notification)
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Figure 5: Three axes defining the space of Conformance Classes
Each of the following three conformance classes (“dark green” colored in Figure 5).

· EOOrderCorePO

· EOOrderCoreSub

· EOOrderCoreSPS

address the core set of synchronous operations for one specific OrderType. Supporting one or more of these conformance classes is mandatory for an HMA EO Order Server. 

The following additional conformance classes test additional optional behaviour (“light green” coloured in the figure above). Support of these conformance classes is optional for an HMA server.

· EOOrderQuotationPO

· EOOrderQuotationSub

· EOOrderQuotationSPS

· EOOrderCoreAsynchPO

· EOOrderCoreAsynchSub

· EOOrderCoreAsynchSPS

· EOOrderQuotationAsynchPO

· EOOrderQuotationAsynchSub

· EOOrderQuotationAsynchSPS

· EOOrderResultAccess
· EOOrderCancel
The last two options are independent from an OrderType, they require only an orderId (and not an orderSpecificationInformation) as input parameter of their operations.
The abbreviation “Asynch” in the names mark Conformance Classes which support additional asynchronous (with notification) behaviour.

Some of the conformance classes are dependant on other conformance classes. The reason is that sometimes the output (status change) of operations in one conformance class is a precondition for being able to test the operation(s) of another conformance class
. From this point of view a test class can be seen as a Scenario.

3 Approach / Capabilities
The current ETS tests the most important test cases (Conformance Classes) which are (will be) supported by the ESA OPGW implementation (see figure below).
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Figure 6: Supported Conformance Classes
The following operations / capabilities are supported by the current ETS approach (see figure below with more details):
· GetCapabilities 

· GetOptions (for predefined Coll/PO/Sub/SPS)
· Submit / GetStatus / DescribeResultAccess tested within Scenario

· Submit (No communication with Catalogues or SPS (Product-ID must a priori be known)
· GetStatus 
· Follows a Submit request
· with repeat-test: to test if status changes to “completed” within a predefined timeframe
· DescribeResultAccess: optionally follows the GetStatus test cases

· Cancel Test Case included although not supported by OPGW
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Figure 7: ETS Approach
There is a parameter available within the test cases to differentiate between testing HMA Order versions 0.9.4 and 0.9.5r3. Different ctl-functions are “outsourced“ for requesting specific parts of the Capabilities document.
4 Limitations
Because of limited resources and unavailability of testing asynchronous operations by current TEAMEngine the current ETS has different limitations:

· no full implementation of ATS

· concentrates on test cases which can be tested against OPGW. This means that e.g. GetQuotation is not supported
· no support for arbitrary Orderspecifications which are automatically created from GetOptions response: uses predefined OrderStructures / SceneSelections

· no testing UserManagement support
· Submit with additional asnych (notification) test case not available
5 CTL Scripts

The following figure describes the structure of the .ctl-scripts . This includes the dependancy of the ctl-files (which ctl-file is called via call-test or call-function by which ctl-file) and a description which ctl-file implements which test cases.
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Figure 8: CTL Scripts
The requests (messages) called from within the test-scripts are outsourced in separate “request-message-files”. They will be loaded on runtime from the TEAM-Engine. The example below shows a test-script on the left and a ctl-instruction to load the request (on the right).
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Figure 9: CTL Scripts load requests from separate files
6 Test-Environment File-Directory
The “ETS”-directory can be found as a subdirectory of the whole test-environment (TEAMengine) file-directory-structure. It is structured as follows:

· the “ETS” directory itself includes the CTL scripts

· the “messages/requests”-directory includes the actually used requests (copied from a “messages” subdirectory. 

· the separate subdirectory “EUMETSAT” includes the EUMETSAT 0.9.4 requests
· the separate subdirectory “ESA” includes the DATAMAT / ESA / OPGW 0.9.5r3 requests

· the “messages/responses”-directory includes the response XML docs from tests

· the directories “schema_0.9.4” / “schema_0_9_5r3” include order xml schemas used for validation of requests / responses
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Figure 10: Directory Structure of Test Environment

7 Setup Test Environment
Setting up the TEAMEngine for testing is easy:

1. Copy the whole test-environment including the “ETS” subdirectory to your system. 

2. Adapt test.bat in TEAMEngine\bin to your needs: especially change the JAVA_OPTS values for http.proxyHost, http.proxyPort and http.nonProxyHosts to your needs.

8 Setup Testing and Start new Test
Important Note: This ETS currently supports for the HMA Order Services for Earth Observation Products (OGC 06-141) the versions “0.9.5r3” and “0.9.4. Although the setting for the "version" parameter can be different: “0.9.5”, “0.9.5r3”, “1.2.0” -> as far as not set to “0.9.4” version 0.9.5r3 will be tested. Setting it to “0.9.4” will start testing version 0.9.4 in a specific EUMETSAT specific constellation , e.g. no SPS, Cancel support,…

1. Adapt at minimum the following request messages in \ETS\messages\requests to satisfy your needs (in all requests the correct version has to be adapted to one of "0.9.4" or some version you support like "0.9.5r3" or "0.9.5" or  "1.0.0"):
· if PO-Orders supported: adjust ATC_3_1_2_I_getOptions4POok_req.xml

· if Subscriptions supported: adjust ATC_3_1_2_II_getOptions4Subok_req.xml

· if for future products or tasking requests (SPS) supported: adjust ATC_3_1_2_III_getOptions4SPSok_req.xml

· adapt ATC_3_1_4_submitWrongPId_4_req.xml (possibly only needed to change the version id)

· adapt ATC_3_1_5_submitInvalidStructuredRequest_req.xml (possibly only needed to change the version id)

· adapt ATC_3_1_6_submitIncorrectOrderOptions_req.xml 

· ATC_3_1_7_submitSupportInvalidNotificationStatus_req.xml (possibly only needed to change the version id)

· if PO-Orders supported: adjust ATC_3_1_8_submitSupportPO_req.xml

· if Sub-Orders supported: adjust ATC_3_1_8_submitSupportSub_req.xml

· if SPS-Orders supported: adjust ATC_3_1_8_submitSupportSPS_req.xml

· if PO-Orders supported: adjust ATC_3_1_9_submiSupportPOWithSceneSelection_req.xml

· if Sub-Orders supported: adjust ATC_3_1_9_submiSupportSubWithSceneSelection_req.xml

· if SPS-Orders supported: adjust ATC_3_1_9_submiSupportSPSWithSceneSelection_req.xml

· if Cancel supported: adjust ATC_3_4_submit4Cancel_req.xml
2. Adapt ets_main.ctl in \ETS\:

· Adapt the HTTP POST SOAP endpoint of the Order Service Provider under test: variable “sp.endpoint.HTTP.url”
· Adapt the path to the “messages” directory: variable “cc.msg_dir”
· set the correct value for the variable “cc.testversion” (Version supported by your implementation).This is the version name used within requests which are not outsourced into the requests directory. Setr it to "0.9.5r3" or "0.9.5" or "1.0.0" ("0.9.4" is for the EUMETSAT implementation only).  

· Adapt the link (URL) to the xml schema of the order specification supported by your order version (for version see the setting before): variable “cc.orderschema_URL”
3. Be sure that your capabilities document is correctly defined and accessible
For running a new test start “run.bat” within the TEAMEngine-Root-Directory.















� Dublin Core Metadata Elements (s. http://www.dublincore.org)


� in progress, final, reviewed


� This can also happen for operations within the same conformance class, like Submit and GetStatus.
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